Dynamic Programming

# 379. Coin Change Problem

Given a value N, find the number of ways to make change for N cents, if we have infinite supply of each of S = { S1, S2, .. , SM} valued coins.

**Example 1:**

**Input:**

n = 4 , m = 3

S[] = {1,2,3}

**Output:** 4

**Explanation**: Four Possible ways are:

{1,1,1,1},{1,1,2},{2,2},{1,3}.

**Example 2:**

**Input**:

n = 10 , m = 4

S[] ={2,5,3,6}

**Output:** 5

**Explanation**: Five Possible ways are:

{2,2,2,2,2}, {2,2,3,3}, {2,2,6}, {2,3,5}

and {5,5}.

**Your Task:**  
You don't need to read input or print anything. Your task is to complete the function **count()**which accepts an array **S[]**its size **m**and **n** as input parameter and returns the number of ways to make change for N cents.

**Expected Time Complexity:**O(m\*n).  
**Expected Auxiliary Space:**O(n).

**Constraints:**  
1 <= n,m <= 103

## Solution:

Given a value N, if we want to make change for N cents, and we have infinite supply of each of S = { S1, S2, .. , Sm} valued coins, how many ways can we make the change? The order of coins doesn't matter.  
For example, for N = 4 and S = {1,2,3}, there are four solutions: {1,1,1,1},{1,1,2},{2,2},{1,3}. So output should be 4. For N = 10 and S = {2, 5, 3, 6}, there are five solutions: {2,2,2,2,2}, {2,2,3,3}, {2,2,6}, {2,3,5} and {5,5}. So the output should be 5.

**1) Optimal Substructure**   
To count the total number of solutions, we can divide all set solutions into two sets.   
1) Solutions that do not contain mth coin (or Sm).   
2) Solutions that contain at least one Sm.   
Let count(S[], m, n) be the function to count the number of solutions, then it can be written as sum of count(S[], m-1, n) and count(S[], m, n-Sm).  
Therefore, the problem has optimal substructure property as the problem can be solved using solutions to subproblems.

**2) Overlapping Subproblems**   
Following is a simple recursive implementation of the Coin Change problem. The implementation simply follows the recursive structure mentioned above.

**3) Approach (Algorithm)**

See, here each coin of a given denomination can come an infinite number of times. (Repetition allowed), this is what we call UNBOUNDED KNAPSACK. We have 2 choices for a coin of a particular denomination, either i) to include, or ii) to exclude.  But here, the inclusion process is not for just once; we can include any denomination any number of times until N<0.

Basically, If we are at s[m-1], we can take as many instances of that coin ( unbounded inclusion ) i.e **count(S, m, n - S[m-1] )** ; then we move to s[m-2]. After moving to s[m-2], we can't move back and can't make choices for s[m-1] i.e **count(S, m-1, n )**.

Finally, as we have to find the total number of ways, so we will add these 2 possible choices, i.e **count(S, m, n - S[m-1] ) + count(S, m-1, n ) ;**which will be our required answer.

// Recursive C++ program for

// coin change problem.

#include <bits/stdc++.h>

using namespace std;

// Returns the count of ways we can

// sum S[0...m-1] coins to get sum n

int count(int S[], int m, int n)

{

// If n is 0 then there is 1 solution

// (do not include any coin)

if (n == 0)

return 1;

// If n is less than 0 then no

// solution exists

if (n < 0)

return 0;

// If there are no coins and n

// is greater than 0, then no

// solution exist

if (m <= 0 && n >= 1)

return 0;

// count is sum of solutions (i)

// including S[m-1] (ii) excluding S[m-1]

return count(S, m - 1, n) +

count(S, m, n - S[m - 1]);

}

// Driver code

int main()

{

int i, j;

int arr[] = { 1, 2, 3 };

int m = sizeof(arr) / sizeof(arr[0]);

cout << " " << count(arr, m, 4);

return 0;

}

**Output**

4

It should be noted that the above function computes the same subproblems again and again. See the following recursion tree for S = {1, 2, 3} and n = 5.

The function C({1}, 3) is called two times. If we draw the complete tree, then we can see that there are many subproblems being called more than once.

C() --> count()

C({1,2,3}, 5)

/ \

/ \

C({1,2,3}, 2) C({1,2}, 5)

/ \ / \

/ \ / \

C({1,2,3}, -1) C({1,2}, 2) C({1,2}, 3) C({1}, 5)

/ \ / \ / \

/ \ / \ / \

C({1,2},0) C({1},2) C({1,2},1) C({1},3) C({1}, 4) C({}, 5)

/ \ / \ /\ / \

/ \ / \ / \ / \

. . . . . . C({1}, 3) C({}, 4)

/ \

/ \

. .

Since same subproblems are called again, this problem has Overlapping Subproblems property. So the Coin Change problem has both properties (see [this](https://www.cdn.geeksforgeeks.org/archives/12635)and [this](https://www.cdn.geeksforgeeks.org/archives/12819)) of a dynamic programming problem. Like other typical [Dynamic Programming(DP) problems](https://www.cdn.geeksforgeeks.org/archives/tag/dynamic-programming), recomputations of same subproblems can be avoided by constructing a temporary array table[][] in bottom up manner.

**Dynamic Programming Solution**

// C++ program for coin change problem.

#include<bits/stdc++.h>

using namespace std;

int count( int S[], int m, int n )

{

int i, j, x, y;

// We need n+1 rows as the table

// is constructed in bottom up

// manner using the base case 0

// value case (n = 0)

int table[n + 1][m];

// Fill the entries for 0

// value case (n = 0)

for (i = 0; i < m; i++)

table[0][i] = 1;

// Fill rest of the table entries

// in bottom up manner

for (i = 1; i < n + 1; i++)

{

for (j = 0; j < m; j++)

{

// Count of solutions including S[j]

x = (i-S[j] >= 0) ? table[i - S[j]][j] : 0;

// Count of solutions excluding S[j]

y = (j >= 1) ? table[i][j - 1] : 0;

// total count

table[i][j] = x + y;

}

}

return table[n][m - 1];

}

// Driver Code

int main()

{

int arr[] = {1, 2, 3};

int m = sizeof(arr)/sizeof(arr[0]);

int n = 4;

cout << count(arr, m, n);

return 0;

}

**Output**

4

**Time Complexity:** O(mn)   
Following is a simplified version of method 2. The auxiliary space required here is O(n) only.

int count( int S[], int m, int n )

{

// table[i] will be storing the number of solutions for

// value i. We need n+1 rows as the table is constructed

// in bottom up manner using the base case (n = 0)

int table[n+1];

// Initialize all table values as 0

memset(table, 0, sizeof(table));

// Base case (If given value is 0)

table[0] = 1;

// Pick all coins one by one and update the table[] values

// after the index greater than or equal to the value of the

// picked coin

for(int i=0; i<m; i++)

for(int j=S[i]; j<=n; j++)

table[j] += table[j-S[i]];

return table[n];

}

**Output:**

4

Following is another Top Down DP Approach using memoization:

#include <bits/stdc++.h>

using namespace std;

int coinchange(vector<int>& a, int v, int n,

vector<vector<int> >& dp)

{

if (v == 0)

return dp[n][v] = 1;

if (n == 0)

return 0;

if (dp[n][v] != -1)

return dp[n][v];

if (a[n - 1] <= v) {

// Either Pick this coin or not

return dp[n][v] = coinchange(a, v - a[n - 1], n, dp)

+ coinchange(a, v, n - 1, dp);

}

else // We have no option but to lea ve this coin

return dp[n][v] = coinchange(a, v, n - 1, dp);

}

int32\_t main()

{

int tc = 1;

// cin >> tc;

while (tc--) {

int n, v;

n = 3, v = 4;

vector<int> a = { 1, 2, 3 };

vector<vector<int> > dp(n + 1,

vector<int>(v + 1, -1));

int res = coinchange(a, v, n, dp);

cout << res << endl;

}

}

**Output**

4

**Time Complexity:** O(M\*N)  
**Auxiliary Space:** O(M\*N)

**My Implementation:**

long long int fun(int S[], int m, int n, int ind, vector<vector<long long int>> &dp){

if(dp[n][ind]!=-1)

return dp[n][ind];

if(n==0)

return dp[n][ind] = 1;

if(ind==m)

return dp[n][ind] = 0;

long long ans = 0;

if(S[ind]<=n){

int quo = n/S[ind];

for(int j=0;j<=quo;j++){

ans += fun(S, m, n-(j\*S[ind]), ind+1, dp);

}

}

else{

ans = fun(S, m, n, ind+1, dp);

}

return dp[n][ind] = ans;

}

long long int count(int S[], int m, int n) {

vector<vector<long long int>> dp(n+1, vector<long long int> (m+1, -1));

return fun(S, m, n, 0, dp);

}

# 380. Knapsack Problem

You are given weights and values of **N** items, put these items in a knapsack of capacity **W** to get the maximum total value in the knapsack. Note that we have only **one quantity of each item**.  
In other words, given two integer arrays **val[0..N-1]** and **wt[0..N-1]** which represent values and weights associated with **N** items respectively. Also given an integer W which represents knapsack capacity, find out the maximum value subset of **val[]** such that sum of the weights of this subset is smaller than or equal to **W.** You cannot break an item, **either pick the complete item or dont pick it (0-1 property)**.

**Example 1:**

**Input:**

N = 3

W = 4

values[] = {1,2,3}

weight[] = {4,5,1}

**Output:** 3

**Example 2:**

**Input:**

N = 3

W = 3

values[] = {1,2,3}

weight[] = {4,5,6}

**Output:** 0

**Your Task:**  
Complete the function **knapSack()** which takes maximum capacity W, weight array wt[], value array val[], and the number of items n as a parameter and returns the **maximum possible** value you can get.

**Expected Time Complexity:** O(N\*W).  
**Expected Auxiliary Space:** O(N\*W)

**Constraints:**  
1 ≤ N ≤ 1000  
1 ≤ W ≤ 1000  
1 ≤ wt[i] ≤ 1000  
1 ≤ v[i] ≤ 1000

## Solution:

**Method 1:** Recursion by Brute-Force algorithm OR Exhaustive Search.  
**Approach:** A simple solution is to consider all subsets of items and calculate the total weight and value of all subsets. Consider the only subsets whose total weight is smaller than W. From all such subsets, pick the maximum value subset.  
***Optimal Sub-structure*:** To consider all subsets of items, there can be two cases for every item.

1. **Case 1:** The item is included in the optimal subset.
2. **Case 2:** The item is not included in the optimal set.

Therefore, the maximum value that can be obtained from ‘n’ items is the max of the following two values.

1. Maximum value obtained by n-1 items and W weight (excluding nth item).
2. Value of nth item plus maximum value obtained by n-1 items and W minus the weight of the nth item (including nth item).

If the weight of ‘nth’ item is greater than ‘W’, then the nth item cannot be included and **Case 1** is the only possibility.

Below is the implementation of the above approach:

/\* A Naive recursive implementation of

0-1 Knapsack problem \*/

#include <bits/stdc++.h>

using namespace std;

// A utility function that returns

// maximum of two integers

int max(int a, int b) { return (a > b) ? a : b; }

// Returns the maximum value that

// can be put in a knapsack of capacity W

int knapSack(int W, int wt[], int val[], int n)

{

// Base Case

if (n == 0 || W == 0)

return 0;

// If weight of the nth item is more

// than Knapsack capacity W, then

// this item cannot be included

// in the optimal solution

if (wt[n - 1] > W)

return knapSack(W, wt, val, n - 1);

// Return the maximum of two cases:

// (1) nth item included

// (2) not included

else

return max(

val[n - 1]

+ knapSack(W - wt[n - 1],

wt, val, n - 1),

knapSack(W, wt, val, n - 1));

}

// Driver code

int main()

{

int val[] = { 60, 100, 120 };

int wt[] = { 10, 20, 30 };

int W = 50;

int n = sizeof(val) / sizeof(val[0]);

cout << knapSack(W, wt, val, n);

return 0;

}

**Output**

220

It should be noted that the above function computes the same sub-problems again and again. See the following recursion tree, K(1, 1) is being evaluated twice. The time complexity of this naive recursive solution is exponential (2^n).

In the following recursion tree, K() refers

to knapSack(). The two parameters indicated in the

following recursion tree are n and W.

The recursion tree is for following sample inputs.

wt[] = {1, 1, 1}, W = 2, val[] = {10, 20, 30}

K(n, W)

K(3, 2)

/ \

/ \

K(2, 2) K(2, 1)

/ \ / \

/ \ / \

K(1, 2) K(1, 1) K(1, 1) K(1, 0)

/ \ / \ / \

/ \ / \ / \

K(0, 2) K(0, 1) K(0, 1) K(0, 0) K(0, 1) K(0, 0)

Recursion tree for Knapsack capacity 2

units and 3 items of 1 unit weight.

**Complexity Analysis:**

* **Time Complexity:** O(2n).   
  As there are redundant subproblems.
* **Auxiliary Space :**O(1).   
  As no extra data structure has been used for storing values.

Since subproblems are evaluated again, this problem has Overlapping Sub-problems property. So the 0-1 Knapsack problem has both properties (see [this](https://www.geeksforgeeks.org/overlapping-subproblems-property-in-dynamic-programming-dp-1/)and [this](https://www.geeksforgeeks.org/optimal-substructure-property-in-dynamic-programming-dp-2/)) of a dynamic programming problem.

**Method 2:** Like other typical [Dynamic Programming(DP) problems](https://www.geeksforgeeks.org/archives/tag/dynamic-programming), re-computation of same subproblems can be avoided by constructing a temporary array K[][] in bottom-up manner. Following is Dynamic Programming based implementation.

**Approach:** In the Dynamic programming we will work considering the same cases as mentioned in the recursive approach. In a DP[][] table let’s consider all the possible weights from ‘1’ to ‘W’ as the columns and weights that can be kept as the rows.   
The state DP[i][j] will denote maximum value of ‘j-weight’ considering all values from ‘1 to ith’. So if we consider ‘wi’ (weight in ‘ith’ row) we can fill it in all columns which have ‘weight values > wi’. Now two possibilities can take place:

* Fill ‘wi’ in the given column.
* Do not fill ‘wi’ in the given column.

Now we have to take a maximum of these two possibilities, formally if we do not fill ‘ith’ weight in ‘jth’ column then DP[i][j] state will be same as DP[i-1][j] but if we fill the weight, DP[i][j] will be equal to the value of ‘wi’+ value of the column weighing ‘j-wi’ in the previous row. So we take the maximum of these two possibilities to fill the current state. This visualisation will make the concept clear:

Let weight elements = {1, 2, 3}

Let weight values = {10, 15, 40}

Capacity=6

0 1 2 3 4 5 6

0 0 0 0 0 0 0 0

1 0 10 10 10 10 10 10

2 0 10 15 25 25 25 25

3 0

**Explanation:**

For filling 'weight = 2' we come

across 'j = 3' in which

we take maximum of

(10, 15 + DP[1][3-2]) = 25

| |

'2' '2 filled'

not filled

0 1 2 3 4 5 6

0 0 0 0 0 0 0 0

1 0 10 10 10 10 10 10

2 0 10 15 25 25 25 25

3 0 10 15 40 50 55 65

**Explanation:**

For filling 'weight=3',

we come across 'j=4' in which

we take maximum of (25, 40 + DP[2][4-3])

= 50

For filling 'weight=3'

we come across 'j=5' in which

we take maximum of (25, 40 + DP[2][5-3])

= 55

For filling 'weight=3'

we come across 'j=6' in which

we take maximum of (25, 40 + DP[2][6-3])

= 65

// A dynamic programming based

// solution for 0-1 Knapsack problem

#include <bits/stdc++.h>

using namespace std;

// A utility function that returns

// maximum of two integers

int max(int a, int b)

{

return (a > b) ? a : b;

}

// Returns the maximum value that

// can be put in a knapsack of capacity W

int knapSack(int W, int wt[], int val[], int n)

{

int i, w;

vector<vector<int>> K(n + 1, vector<int>(W + 1));

// Build table K[][] in bottom up manner

for(i = 0; i <= n; i++)

{

for(w = 0; w <= W; w++)

{

if (i == 0 || w == 0)

K[i][w] = 0;

else if (wt[i - 1] <= w)

K[i][w] = max(val[i - 1] +

K[i - 1][w - wt[i - 1]],

K[i - 1][w]);

else

K[i][w] = K[i - 1][w];

}

}

return K[n][W];

}

// Driver Code

int main()

{

int val[] = { 60, 100, 120 };

int wt[] = { 10, 20, 30 };

int W = 50;

int n = sizeof(val) / sizeof(val[0]);

cout << knapSack(W, wt, val, n);

return 0;

}

**Output**

220

**Complexity Analysis:**

* **Time Complexity:** O(N\*W).   
  where ‘N’ is the number of weight element and ‘W’ is capacity. As for every weight element we traverse through all weight capacities 1<=w<=W.
* **Auxiliary Space:** O(N\*W).   
  The use of 2-D array of size ‘N\*W’.

**Scope for Improvement :-**We used the same approach but with optimized space complexity

#include <bits/stdc++.h>

using namespace std;

// we can further improve the above Knapsack function's space

// complexity

int knapSack(int W, int wt[], int val[], int n)

{

int i, w;

int K[2][W + 1];

// We know we are always using the the current row or

// the previous row of the array/vector . Thereby we can

// improve it further by using a 2D array but with only

// 2 rows i%2 will be giving the index inside the bounds

// of 2d array K

for (i = 0; i <= n; i++) {

for (w = 0; w <= W; w++) {

if (i == 0 || w == 0)

K[i % 2][w] = 0;

else if (wt[i - 1] <= w)

K[i % 2][w] = max(

val[i - 1]

+ K[(i - 1) % 2][w - wt[i - 1]],

K[(i - 1) % 2][w]);

else

K[i % 2][w] = K[(i - 1) % 2][w];

}

}

return K[n % 2][W];

}

// Driver Code

int main()

{

int val[] = { 60, 100, 120 };

int wt[] = { 10, 20, 30 };

int W = 50;

int n = sizeof(val) / sizeof(val[0]);

cout << knapSack(W, wt, val, n);

return 0;

}

**Complexity Analysis:**

* **Time Complexity:**O(N\*W).
* **Auxiliary Space:**O(2\*W)   
  As we are using a 2-D array but with only 2 rows.

**Method 3:** This method uses Memoization Technique (an extension of recursive approach).  
This method is basically an extension to the recursive approach so that we can overcome the problem of calculating redundant cases and thus increased complexity. We can solve this problem by simply creating a 2-D array that can store a particular state (n, w) if we get it the first time. Now if we come across the same state (n, w) again instead of calculating it in exponential complexity we can directly return its result stored in the table in constant time. This method gives an edge over the recursive approach in this aspect.

// Here is the top-down approach of

// dynamic programming

#include <bits/stdc++.h>

using namespace std;

// Returns the value of maximum profit

int knapSackRec(int W, int wt[],

int val[], int i,

int\*\* dp)

{

// base condition

if (i < 0)

return 0;

if (dp[i][W] != -1)

return dp[i][W];

if (wt[i] > W) {

// Store the value of function call

// stack in table before return

dp[i][W] = knapSackRec(W, wt,

val, i - 1,

dp);

return dp[i][W];

}

else {

// Store value in a table before return

dp[i][W] = max(val[i]

+ knapSackRec(W - wt[i],

wt, val,

i - 1, dp),

knapSackRec(W, wt, val,

i - 1, dp));

// Return value of table after storing

return dp[i][W];

}

}

int knapSack(int W, int wt[], int val[], int n)

{

// double pointer to declare the

// table dynamically

int\*\* dp;

dp = new int\*[n];

// loop to create the table dynamically

for (int i = 0; i < n; i++)

dp[i] = new int[W + 1];

// loop to initially filled the

// table with -1

for (int i = 0; i < n; i++)

for (int j = 0; j < W + 1; j++)

dp[i][j] = -1;

return knapSackRec(W, wt, val, n - 1, dp);

}

// Driver Code

int main()

{

int val[] = { 60, 100, 120 };

int wt[] = { 10, 20, 30 };

int W = 50;

int n = sizeof(val) / sizeof(val[0]);

cout << knapSack(W, wt, val, n);

return 0;

}

**Output**

220

**Complexity Analysis:**

* **Time Complexity:** O(N\*W).   
  As redundant calculations of states are avoided.
* **Auxiliary Space:** O(N\*W).   
  The use of 2D array data structure for storing intermediate states

**Method 4 :-** Again we use the dynamic programming approach with even more optimized space complexity .

#include <bits/stdc++.h>

using namespace std;

int knapSack(int W, int wt[], int val[], int n)

{

// making and initializing dp array

int dp[W + 1];

memset(dp, 0, sizeof(dp));

for (int i = 1; i < n + 1; i++) {

for (int w = W; w >= 0; w--) {

if (wt[i - 1] <= w)

// finding the maximum value

dp[w] = max(dp[w],

dp[w - wt[i - 1]] + val[i - 1]);

}

}

return dp[W]; // returning the maximum value of knapsack

}

int main()

{

int val[] = { 60, 100, 120 };

int wt[] = { 10, 20, 30 };

int W = 50;

int n = sizeof(val) / sizeof(val[0]);

cout << knapSack(W, wt, val, n);

return 0;

}

**Output**

220

**Complexity Analysis**:

**Time Complexity**: O(N\*W). As redundant calculations of states are avoided.

**Auxiliary Space**: O(W) As we are using 1-D array instead of 2-D array.

# 381. Binomial Coefficient Problem

Given two integers n and r, find nCr.Since the answer may be very large, calculate the answer modulo 109+7.

**Example 1:**

**Input:** n = 3, r = 2

**Output:** 3

**Explaination:** 3C2 = 3.

**Example 2:**

**Input:** n = 2, r = 4

**Output:** 0

**Explaination:** r is greater than n.

**Your Task:**  
You do not need to take input or print anything. Your task is to complete the function **nCr()** which takes n and r as input parameters and returns nCrmodulo 109+7..

**Expected Time Complexity:** O(n\*r)  
**Expected Auxiliary Space:** O(r)

**Constraints:**  
1 ≤ n ≤ 1000  
1 ≤ r ≤ 800

## Solution:

**1) Optimal Substructure**   
The value of C(n, k) can be recursively calculated using the following standard formula for Binomial Coefficients.

C(n, k) = C(n-1, k-1) + C(n-1, k)

C(n, 0) = C(n, n) = 1

Following is a simple recursive implementation that simply follows the recursive structure mentioned above.

// A naive recursive C++ implementation

#include <bits/stdc++.h>

using namespace std;

// Returns value of Binomial Coefficient C(n, k)

int binomialCoeff(int n, int k)

{

// Base Cases

if (k > n)

return 0;

if (k == 0 || k == n)

return 1;

// Recur

return binomialCoeff(n - 1, k - 1)

+ binomialCoeff(n - 1, k);

}

/\* Driver code\*/

int main()

{

int n = 5, k = 2;

cout << "Value of C(" << n << ", " << k << ") is "

<< binomialCoeff(n, k);

return 0;

}

**Output**

Value of C(5, 2) is 10

***Time Complexity:***O(n\*max(k,n-k))

***Auxiliary Space:***O(n\*max(k,n-k))

**2) Overlapping Subproblems**   
It should be noted that the above function computes the same subproblems again and again. See the following recursion tree for n = 5 an k = 2. The function C(3, 1) is called two times. For large values of n, there will be many common subproblems. 
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*Binomial Coefficients Recursion tree for C(5,2)*

Since the same subproblems are called again, this problem has the Overlapping Subproblems property. So the Binomial Coefficient problem has both properties (see [this](https://www.geeksforgeeks.org/overlapping-subproblems-property-in-dynamic-programming-dp-1/)and [this](https://www.geeksforgeeks.org/optimal-substructure-property-in-dynamic-programming-dp-2/)) of a dynamic programming problem. Like other typical [Dynamic Programming(DP) problems](https://www.geeksforgeeks.org/archives/tag/dynamic-programming), re-computations of the same subproblems can be avoided by constructing a temporary 2D-array C[][] in a bottom-up manner. Following is Dynamic Programming-based implementation.

// A Dynamic Programming based solution that uses

// table C[][] to calculate the Binomial Coefficient

#include <bits/stdc++.h>

using namespace std;

// Prototype of a utility function that

// returns minimum of two integers

int min(int a, int b);

// Returns value of Binomial Coefficient C(n, k)

int binomialCoeff(int n, int k)

{

int C[n + 1][k + 1];

int i, j;

// Calculate value of Binomial Coefficient

// in bottom up manner

for (i = 0; i <= n; i++) {

for (j = 0; j <= min(i, k); j++) {

// Base Cases

if (j == 0 || j == i)

C[i][j] = 1;

// Calculate value using previously

// stored values

else

C[i][j] = C[i - 1][j - 1] + C[i - 1][j];

}

}

return C[n][k];

}

// A utility function to return

// minimum of two integers

int min(int a, int b) { return (a < b) ? a : b; }

// Driver Code

int main()

{

int n = 5, k = 2;

cout << "Value of C[" << n << "][" << k << "] is "

<< binomialCoeff(n, k);

}

**Output**

Value of C[5][2] is 10

**Time Complexity:** O(n\*k)   
**Auxiliary Space:** O(n\*k)

Following is a space-optimized version of the above code. The following code only uses O(k).

// C++ program for space optimized Dynamic Programming

// Solution of Binomial Coefficient

#include <bits/stdc++.h>

using namespace std;

int binomialCoeff(int n, int k)

{

int C[k + 1];

memset(C, 0, sizeof(C));

C[0] = 1; // nC0 is 1

for (int i = 1; i <= n; i++)

{

// Compute next row of pascal triangle using

// the previous row

for (int j = min(i, k); j > 0; j--)

C[j] = C[j] + C[j - 1];

}

return C[k];

}

/\* Driver code\*/

int main()

{

int n = 5, k = 2;

cout << "Value of C(" << n << "," << k << ")"<< "is " <<binomialCoeff(n, k);

return 0;

}

**Output**

Value of C(5, 2) is 10

**Time Complexity:** O(n\*k)   
**Auxiliary Space:** O(k)

**Explanation:**   
1==========>> n = 0, C(0,0) = 1   
1–1========>> n = 1, C(1,0) = 1, C(1,1) = 1   
1–2–1======>> n = 2, C(2,0) = 1, C(2,1) = 2, C(2,2) = 1   
1–3–3–1====>> n = 3, C(3,0) = 1, C(3,1) = 3, C(3,2) = 3, C(3,3)=1   
1–4–6–4–1==>> n = 4, C(4,0) = 1, C(4,1) = 4, C(4,2) = 6, C(4,3)=4, C(4,4)=1   
So here every loop on i, builds i’th row of pascal triangle, using (i-1)th row  
At any time, every element of array C will have some value (ZERO or more) and in the next iteration, the value for those elements comes from the previous iteration.   
In statement,   
C[j] = C[j] + C[j-1]   
The right-hand side represents the value coming from the previous iteration (A row of Pascal’s triangle depends on the previous row). The left-Hand side represents the value of the current iteration which will be obtained by this statement.

Let's say we want to calculate C(4, 3),

i.e. n=4, k=3:

All elements of array C of size 4 (k+1) are

initialized to ZERO.

i.e. C[0] = C[1] = C[2] = C[3] = C[4] = 0;

Then C[0] is set to 1

For i = 1:

C[1] = C[1] + C[0] = 0 + 1 = 1 ==>> C(1,1) = 1

For i = 2:

C[2] = C[2] + C[1] = 0 + 1 = 1 ==>> C(2,2) = 1

C[1] = C[1] + C[0] = 1 + 1 = 2 ==>> C(2,1) = 2

For i=3:

C[3] = C[3] + C[2] = 0 + 1 = 1 ==>> C(3,3) = 1

C[2] = C[2] + C[1] = 1 + 2 = 3 ==>> C(3,2) = 3

C[1] = C[1] + C[0] = 2 + 1 = 3 ==>> C(3,1) = 3

For i=4:

C[4] = C[4] + C[3] = 0 + 1 = 1 ==>> C(4,4) = 1

C[3] = C[3] + C[2] = 1 + 3 = 4 ==>> C(4,3) = 4

C[2] = C[2] + C[1] = 3 + 3 = 6 ==>> C(4,2) = 6

C[1] = C[1] + C[0] = 3 + 1 = 4 ==>> C(4,1) = 4

C(4,3) = 4 is would be the answer in our example.

**Memoization Approach:**The idea is to create a lookup table and follow the recursive top-down approach. Before computing any value, we check if it is already in the lookup table. If yes, we return the value. Else we compute the value and store it in the lookup table. Following is the Top-down approach of dynamic programming to finding the value of the Binomial Coefficient.

// A Dynamic Programming based

// solution that uses

// table dp[][] to calculate

// the Binomial Coefficient

// A naive recursive approach

// with table C++ implementation

#include <bits/stdc++.h>

using namespace std;

// Returns value of Binomial Coefficient C(n, k)

int binomialCoeffUtil(int n, int k, int\*\* dp)

{

// If value in lookup table then return

if (dp[n][k] != -1) //

return dp[n][k];

// store value in a table before return

if (k == 0) {

dp[n][k] = 1;

return dp[n][k];

}

// store value in table before return

if (k == n) {

dp[n][k] = 1;

return dp[n][k];

}

// save value in lookup table before return

dp[n][k] = binomialCoeffUtil(n - 1, k - 1, dp) +

binomialCoeffUtil(n - 1, k, dp);

return dp[n][k];

}

int binomialCoeff(int n, int k)

{

int\*\* dp; // make a temporary lookup table

dp = new int\*[n + 1];

// loop to create table dynamically

for (int i = 0; i < (n + 1); i++) {

dp[i] = new int[k + 1];

}

// nested loop to initialise the table with -1

for (int i = 0; i < (n + 1); i++) {

for (int j = 0; j < (k + 1); j++) {

dp[i][j] = -1;

}

}

return binomialCoeffUtil(n, k, dp);

}

/\* Driver code\*/

int main()

{

int n = 5, k = 2;

cout << "Value of C(" << n << ", " << k << ") is "

<< binomialCoeff(n, k) << endl;

return 0;

}

***Time Complexity:***O(max(n,n-k))

***Auxiliary Space:***O(n\*k)

**Output**

Value of C(5, 2) is 10

**My Implementation:**

class Solution{

public:

int dp[1001][801];

void fun(){

memset(dp, 0, sizeof(dp));

for(int i=0;i<=1001;i++)

dp[i][0] = 1;

for(int i=1;i<1001;i++){

for(int j=1;j<801;j++){

dp[i][j] = (dp[i-1][j] + dp[i-1][j-1])%(int)(pow(10,9)+7);

}

}

}

int nCr(int n, int r){

// code here

static bool oneTime = false;

if(oneTime==false){

//cout<<"heyyy";

fun();

oneTime = true;

}

return dp[n][r];

}

};

# 382. [Permutation Coefficient Problem](https://www.geeksforgeeks.org/permutation-coefficient/)

Permutation refers to the process of arranging all the members of a given set to form a sequence. The number of permutations on a set of n elements is given by n! , where “!” represents factorial.

The **Permutation Coefficient** represented by P(n, k) is used to represent the number of ways to obtain an ordered subset having k elements from a set of n elements.  
Mathematically it’s given as: 

![permu](data:image/png;base64,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)

**Examples :**

P(10, 2) = 90

P(10, 3) = 720

P(10, 0) = 1

P(10, 1) = 10

## Solution:

The coefficient can also be computed recursively using the below recursive formula:

P(n, k) = P(n-1, k) + k\* P(n-1, k-1)

If we observe closely, we can analyze that the problem has overlapping substructure, hence we can apply dynamic programming here. Below is a program implementing the same idea.

// A Dynamic Programming based

// solution that uses table P[][]

// to calculate the Permutation

// Coefficient

#include<bits/stdc++.h>

// Returns value of Permutation

// Coefficient P(n, k)

int permutationCoeff(int n, int k)

{

int P[n + 1][k + 1];

// Calculate value of Permutation

// Coefficient in bottom up manner

for (int i = 0; i <= n; i++)

{

for (int j = 0; j <= std::min(i, k); j++)

{

// Base Cases

if (j == 0)

P[i][j] = 1;

// Calculate value using

// previously stored values

else

P[i][j] = P[i - 1][j] +

(j \* P[i - 1][j - 1]);

// This step is important

// as P(i,j)=0 for j>i

P[i][j + 1] = 0;

}

}

return P[n][k];

}

// Driver Code

int main()

{

int n = 10, k = 2;

printf("Value of P(%d, %d) is %d ",

n, k, permutationCoeff(n, k));

return 0;

}

**Output :**

Value of P(10, 2) is 90

Here as we can see the time complexity is O(n\*k) and space complexity is O(n\*k) as the program uses an auxiliary matrix to store the result.

**Can we do it in O(n) time ?**  
Let us suppose we maintain a single 1D array to compute the factorials up to n. We can use computed factorial value and apply the formula P(n, k) = n! / (n-k)!. Below is a program illustrating the same concept.

// A O(n) solution that uses

// table fact[] to calculate

// the Permutation Coefficient

#include<bits/stdc++.h>

using namespace std;

// Returns value of Permutation

// Coefficient P(n, k)

int permutationCoeff(int n, int k)

{

int fact[n + 1];

// Base case

fact[0] = 1;

// Calculate value

// factorials up to n

for(int i = 1; i <= n; i++)

fact[i] = i \* fact[i - 1];

// P(n,k) = n! / (n - k)!

return fact[n] / fact[n - k];

}

// Driver Code

int main()

{

int n = 10, k = 2;

cout << "Value of P(" << n << ", "

<< k << ") is "

<< permutationCoeff(n, k);

return 0;

}

**Output :**

Value of P(10, 2) is 90

**A O(n) time and O(1) Extra Space Solution**

// A O(n) time and O(1) extra

// space solution to calculate

// the Permutation Coefficient

#include <iostream>

using namespace std;

int PermutationCoeff(int n, int k)

{

int P = 1;

// Compute n\*(n-1)\*(n-2)....(n-k+1)

for (int i = 0; i < k; i++)

P \*= (n-i) ;

return P;

}

// Driver Code

int main()

{

int n = 10, k = 2;

cout << "Value of P(" << n << ", " << k

<< ") is " << PermutationCoeff(n, k);

return 0;

}

**Output :**

Value of P(10, 2) is 90

# 383. Program for nth Catalan Number

Given an integer N, the task is to find the number of binary strings of size 2\*N in which each prefix of the string has more than or an equal number of 1's than 0's.

**Note:** The answer can be very large. So, output answer modulo 109+7

**Example 1:**

**Input**: N = 2

**Output:** 2

**Explanation**: 1100, 1010 are two

such strings of size 4

**Example 2:**

**Input**: N = 3

**Output:** 5

**Explanation**: 111000 101100 101010 110010

110100 are such 5 strings

**Your Task:**  
You don't need to read input or print anything. Complete the function **prefixStrings()**which takes **N**as input parameter and returns an integer value.  
  
**Expected Time Complexity:** O(**|N|**)  
**Expected Auxiliary Space:** O(**|N|**)  
  
**Constraints:**  
1 ≤ **|N|** ≤ 103

## Solution:

int prefixStrings(int N)

{

long long dp[N+1];

memset(dp, 0, sizeof dp);

int mod = (int)(1e9 + 7);

dp[0] = dp[1] = 1;

for (int i = 2; i <= N; i++)

{

dp[i] = 0;

for (int j = 0; j < i; j++)

dp[i] =(dp[i]%mod + (dp[j]%mod \* dp[i-j-1]%mod)%mod)%mod;

}

return (int)(dp[N]);

}

**Recursive Solution**   
Catalan numbers satisfy the following recursive formula.

![](data:image/png;base64,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)

Following is the implementation of above recursive formula.

#include <iostream>

using namespace std;

// A recursive function to find nth catalan number

unsigned long int catalan(unsigned int n)

{

// Base case

if (n <= 1)

return 1;

// catalan(n) is sum of

// catalan(i)\*catalan(n-i-1)

unsigned long int res = 0;

for (int i = 0; i < n; i++)

res += catalan(i)

\* catalan(n - i - 1);

return res;

}

// Driver code

int main()

{

for (int i = 0; i < 10; i++)

cout << catalan(i) << " ";

return 0;

}

**Output**

1 1 2 5 14 42 132 429 1430 4862

**Time complexity** of above implementation is equivalent to nth catalan number.

![](data:image/png;base64,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)

The value of nth catalan number is exponential that makes the time complexity exponential.

**Dynamic Programming Solution** : We can observe that the above recursive implementation does a lot of repeated work (we can the same by drawing recursion tree). Since there are overlapping subproblems, we can use dynamic programming for this. Following is a Dynamic programming based implementation .

#include <iostream>

using namespace std;

// A dynamic programming based function to find nth

// Catalan number

unsigned long int catalanDP(unsigned int n)

{

// Table to store results of subproblems

unsigned long int catalan[n + 1];

// Initialize first two values in table

catalan[0] = catalan[1] = 1;

// Fill entries in catalan[] using recursive formula

for (int i = 2; i <= n; i++) {

catalan[i] = 0;

for (int j = 0; j < i; j++)

catalan[i] += catalan[j] \* catalan[i - j - 1];

}

// Return last entry

return catalan[n];

}

// Driver code

int main()

{

for (int i = 0; i < 10; i++)

cout << catalanDP(i) << " ";

return 0;

}

**Output**

1 1 2 5 14 42 132 429 1430 4862

**Time Complexity:** Time complexity of above implementation is O(n2)

**Using Binomial Coefficient**  
We can also use the below formula to find nth Catalan number in O(n) time.

We have discussed a[O(n) approach to find binomial coefficient nCr](https://www.geeksforgeeks.org/space-and-time-efficient-binomial-coefficient/).

// C++ program for nth Catalan Number

#include <iostream>

using namespace std;

// Returns value of Binomial Coefficient C(n, k)

unsigned long int binomialCoeff(unsigned int n,

unsigned int k)

{

unsigned long int res = 1;

// Since C(n, k) = C(n, n-k)

if (k > n - k)

k = n - k;

// Calculate value of [n\*(n-1)\*---\*(n-k+1)] /

// [k\*(k-1)\*---\*1]

for (int i = 0; i < k; ++i) {

res \*= (n - i);

res /= (i + 1);

}

return res;

}

// A Binomial coefficient based function to find nth catalan

// number in O(n) time

unsigned long int catalan(unsigned int n)

{

// Calculate value of 2nCn

unsigned long int c = binomialCoeff(2 \* n, n);

// return 2nCn/(n+1)

return c / (n + 1);

}

// Driver code

int main()

{

for (int i = 0; i < 10; i++)

cout << catalan(i) << " ";

return 0;

}

**Output**

1 1 2 5 14 42 132 429 1430 4862

**Time Complexity:**Time complexity of above implementation is O(n).  
We can also use below formula to find nth catalan number in O(n) time.
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# 384. Matrix Chain Multiplication

Given a sequence of matrices, find the most efficient way to multiply these matrices together. The efficient way is the one that involves the least number of multiplications.

The dimensions of the matrices are given in an array **arr[]** of size **N** (such that N = number of matrices + 1) where the **ith** matrix has the dimensions **(arr[i-1] x arr[i])**.

**Example 1:**

**Input:** N = 5

arr = {40, 20, 30, 10, 30}

**Output:** 26000

**Explaination:** There are 4 matrices of dimension

40x20, 20x30, 30x10, 10x30. Say the matrices are

named as A, B, C, D. Out of all possible combinations,

the most efficient way is (A\*(B\*C))\*D.

The number of operations are -

20\*30\*10 + 40\*20\*10 + 40\*10\*30 = 26000.

**Example 2:**

**Input:** N = 4

arr = {10, 30, 5, 60}

**Output:** 4500

**Explaination:** The matrices have dimensions

10\*30, 30\*5, 5\*60. Say the matrices are A, B

and C. Out of all possible combinations,the

most efficient way is (A\*B)\*C. The

number of multiplications are -

10\*30\*5 + 10\*5\*60 = 4500.

**Your Task:**  
You do not need to take input or print anything. Your task is to complete the function **matrixMultiplication()** which takes the value **N** and the array **arr[]** as input parameters and returns the minimum number of multiplication operations needed to be performed.

**Expected Time Complexity:** O(N3)  
**Expected Auxiliary Space:** O(N2)

**Constraints:**   
2 ≤ N ≤ 100  
1 ≤ arr[i] ≤ 500

## Solution:

**1) Optimal Substructure:**   
A simple solution is to place parenthesis at all possible places, calculate the cost for each placement and return the minimum value. In a chain of matrices of size n, we can place the first set of parenthesis in n-1 ways. For example, if the given chain is of 4 matrices. let the chain be ABCD, then there are 3 ways to place first set of parenthesis outer side: (A)(BCD), (AB)(CD) and (ABC)(D). So when we place a set of parenthesis, we divide the problem into subproblems of smaller size. Therefore, the problem has optimal substructure property and can be easily solved using recursion.  
Minimum number of multiplication needed to multiply a chain of size n = Minimum of all n-1 placements (these placements create subproblems of smaller size)

**2) Overlapping Subproblems**   
Following is a recursive implementation that simply follows the above optimal substructure property.

Below is the implementation of the above idea:

/\* A naive recursive implementation that simply

follows the above optimal substructure property \*/

#include <bits/stdc++.h>

using namespace std;

// Matrix Ai has dimension p[i-1] x p[i]

// for i = 1..n

int MatrixChainOrder(int p[], int i, int j)

{

if (i == j)

return 0;

int k;

int min = INT\_MAX;

int count;

// place parenthesis at different places

// between first and last matrix, recursively

// calculate count of multiplications for

// each parenthesis placement and return the

// minimum count

for (k = i; k < j; k++)

{

count = MatrixChainOrder(p, i, k)

+ MatrixChainOrder(p, k + 1, j)

+ p[i - 1] \* p[k] \* p[j];

if (count < min)

min = count;

}

// Return minimum count

return min;

}

// Driver Code

int main()

{

int arr[] = { 1, 2, 3, 4, 3 };

int n = sizeof(arr) / sizeof(arr[0]);

cout << "Minimum number of multiplications is "

<< MatrixChainOrder(arr, 1, n - 1);

}

**Output**

Minimum number of multiplications is 30

The time complexity of the above naive recursive approach is exponential. It should be noted that the above function computes the same subproblems again and again. See the following recursion tree for a matrix chain of size 4. The function MatrixChainOrder(p, 3, 4) is called two times. We can see that there are many subproblems being called more than once.
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Since same subproblems are called again, this problem has Overlapping Subproblems property. So Matrix Chain Multiplication problem has both properties (see [this](https://www.geeksforgeeks.org/overlapping-subproblems-property-in-dynamic-programming-dp-1/)and [this](https://www.geeksforgeeks.org/optimal-substructure-property-in-dynamic-programming-dp-2/)) of a dynamic programming problem. Like other typical [Dynamic Programming(DP) problems](https://www.geeksforgeeks.org/archives/tag/dynamic-programming), recomputations of same subproblems can be avoided by constructing a temporary array m[][] in bottom up manner.

**Dynamic Programming Solution**   
Following is the implementation of the Matrix Chain Multiplication problem using Dynamic Programming [(Tabulation vs Memoization)](https://www.geeksforgeeks.org/tabulation-vs-memoization/)

**Using Memoization –**

// C++ program using memoization

#include <bits/stdc++.h>

using namespace std;

int dp[100][100];

// Function for matrix chain multiplication

int matrixChainMemoised(int\* p, int i, int j)

{

if (i == j)

{

return 0;

}

if (dp[i][j] != -1)

{

return dp[i][j];

}

dp[i][j] = INT\_MAX;

for (int k = i; k < j; k++)

{

dp[i][j] = min(

dp[i][j], matrixChainMemoised(p, i, k)

+ matrixChainMemoised(p, k + 1, j)

+ p[i - 1] \* p[k] \* p[j]);

}

return dp[i][j];

}

int MatrixChainOrder(int\* p, int n)

{

int i = 1, j = n - 1;

return matrixChainMemoised(p, i, j);

}

// Driver Code

int main()

{

int arr[] = { 1, 2, 3, 4 };

int n = sizeof(arr) / sizeof(arr[0]);

memset(dp, -1, sizeof dp);

cout << "Minimum number of multiplications is "

<< MatrixChainOrder(arr, n);

}

**Output**

Minimum number of multiplications is 18

**Time Complexity:** O(n3 )

**Auxiliary Space:** O(n2) ignoring recursion stack space

**Using Tabulation –**

// See the Cormen book for details of the

// following algorithm

#include <bits/stdc++.h>

using namespace std;

// Matrix Ai has dimension p[i-1] x p[i]

// for i = 1..n

int MatrixChainOrder(int p[], int n)

{

/\* For simplicity of the program, one

extra row and one extra column are

allocated in m[][]. 0th row and 0th

column of m[][] are not used \*/

int m[n][n];

int i, j, k, L, q;

/\* m[i, j] = Minimum number of scalar

multiplications needed to compute the

matrix A[i]A[i+1]...A[j] = A[i..j] where

dimension of A[i] is p[i-1] x p[i] \*/

// cost is zero when multiplying

// one matrix.

for (i = 1; i < n; i++)

m[i][i] = 0;

// L is chain length.

for (L = 2; L < n; L++)

{

for (i = 1; i < n - L + 1; i++)

{

j = i + L - 1;

m[i][j] = INT\_MAX;

for (k = i; k <= j - 1; k++)

{

// q = cost/scalar multiplications

q = m[i][k] + m[k + 1][j]

+ p[i - 1] \* p[k] \* p[j];

if (q < m[i][j])

m[i][j] = q;

}

}

}

return m[1][n - 1];

}

// Driver Code

int main()

{

int arr[] = { 1, 2, 3, 4 };

int size = sizeof(arr) / sizeof(arr[0]);

cout << "Minimum number of multiplications is "

<< MatrixChainOrder(arr, size);

getchar();

return 0;

}

**Output**

Minimum number of multiplications is 18

**Time Complexity:** O(n3 )  
**Auxiliary Space:**O(n2)

# 385. Edit Distance

## Same as ques 60 of string.

# 386. Subset Sum Problem

## Same as ques 261 of Backtracking.

# 387. Friends Pairing Problem

Given N friends, each one can remain single or can be paired up with some other friend. Each friend can be paired only once. Find out the total number of ways in which friends can remain single or can be paired up.  
Note: Since answer can be very large, return your answer mod 10^9+7.

**Example 1:**

**Input:**N = 3

**Output:** 4

**Explanation**:

{1}, {2}, {3} : All single

{1}, {2,3} : 2 and 3 paired but 1 is single.

{1,2}, {3} : 1 and 2 are paired but 3 is single.

{1,3}, {2} : 1 and 3 are paired but 2 is single.

Note that {1,2} and {2,1} are considered same.

**Example 2:**

**Input**: N = 2

**Output:** 2

**Explanation**:

{1} , {2} : All single.

{1,2} : 1 and 2 are paired.

**Your Task:**  
You don't need to read input or print anything. Your task is to complete the function **countFriendsPairings()**which accepts an integer n and return number of ways in which friends can remain single or can be paired up.

**Expected Time Complexity:**O(N)  
**Expected Auxiliary Space:**O(1)

**Constraints:**  
1 ≤ N ≤ 104

## Solution:

#define m 1000000007

class Solution

{

public:

// Returns count of ways n people

// can remain single or paired up.

int countFriendsPairings(int n)

{

long long a = 1, b = 2, c = 0;

if (n <= 2) {

return n;

}

for (int i = 3; i <= n; i++)

{

// using modular arithmentic properties.

c = ( b%m + ( ( (i - 1)%m \* a%m )%m ) %m )%m ;

a = b;

b = c;

}

return c;

}

};

**Time Complexity:**O(N)

**Auxiliary Space:**O(1)

For n-th person there are two choices:  
1) n-th person remains single, we recur  
for f(n – 1)  
2) n-th person pairs up with any of the  
remaining n – 1 persons. We get (n – 1) \* f(n – 2)

Therefore we can recursively write f(n) as:  
f(n) = f(n – 1) + (n – 1) \* f(n – 2)

Since the above recursive formula has [overlapping subproblems](https://www.geeksforgeeks.org/dynamic-programming-set-1/), we can solve it using Dynamic Programming.

// C++ program for solution of

// friends pairing problem

#include <bits/stdc++.h>

using namespace std;

// Returns count of ways n people

// can remain single or paired up.

int countFriendsPairings(int n)

{

int dp[n + 1];

// Filling dp[] in bottom-up manner using

// recursive formula explained above.

for (int i = 0; i <= n; i++) {

if (i <= 2)

dp[i] = i;

else

dp[i] = dp[i - 1] + (i - 1) \* dp[i - 2];

}

return dp[n];

}

// Driver code

int main()

{

int n = 4;

cout << countFriendsPairings(n) << endl;

return 0;

}

**Output:**

10

**Time Complexity :** O(n)   
**Auxiliary Space :** O(n)

**Another approach:**(Using recursion)

// C++ program for solution of friends

// pairing problem Using Recursion

#include <bits/stdc++.h>

using namespace std;

int dp[1000];

// Returns count of ways n people

// can remain single or paired up.

int countFriendsPairings(int n)

{

if (dp[n] != -1)

return dp[n];

if (n > 2)

return dp[n] = countFriendsPairings(n - 1) + (n - 1) \* countFriendsPairings(n - 2);

else

return dp[n] = n;

}

// Driver code

int main()

{

memset(dp, -1, sizeof(dp));

int n = 4;

cout << countFriendsPairings(n) << endl;

}

**Output:**

10

**Time Complexity :** O(n)   
**Auxiliary Space :** O(n)

Since the above formula is similar to [fibonacci number](https://www.geeksforgeeks.org/program-for-nth-fibonacci-number/), we can optimize the space with an iterative solution.

#include <bits/stdc++.h>

using namespace std;

// Returns count of ways n people

// can remain single or paired up.

int countFriendsPairings(int n)

{

int a = 1, b = 2, c = 0;

if (n <= 2) {

return n;

}

for (int i = 3; i <= n; i++) {

c = b + (i - 1) \* a;

a = b;

b = c;

}

return c;

}

// Driver code

int main()

{

int n = 4;

cout << countFriendsPairings(n);

return 0;

}

**Output:**

10

**Time Complexity :** O(n)   
**Auxiliary Space :** O(1)

# 388. Gold Mine Problem

Given a gold mine called **M** of (**n x m)** dimensions. Each field in this mine contains a positive integer which is the amount of gold in tons. Initially the miner can start from any row in the first column. From a given cell, the miner can move

1. to the cell diagonally up towards the right
2. to the right
3. to the cell diagonally down towards the right

Find out maximum amount of gold which he can collect.

**Example 1:**

**Input:** n = 3, m = 3

M = {{1, 3, 3},

{2, 1, 4},

{0, 6, 4}};

**Output:** 12

**Explaination:**

The path is {(1,0) -> (2,1) -> (2,2)}.

**Example 2:**

**Input:** n = 4, m = 4

M = {{1, 3, 1, 5},

{2, 2, 4, 1},

{5, 0, 2, 3},

{0, 6, 1, 2}};

**Output:** 16

**Explaination:**

The path is {(2,0) -> (3,1) -> (2,2)

-> (2,3)} or {(2,0) -> (1,1) -> (1,2)

-> (0,3)}.

**Your Task:**  
You do not need to read input or print anything. Your task is to complete the function **maxGold()** which takes the values n, m and the mine M as input parameters and returns the maximum amount of gold that can be collected.

**Expected Time Complexity:** O(n\*m)  
**Expected Auxiliary Space:** O(n\*m)

**Constraints:**  
1 ≤ n, m ≤ 50  
1 ≤ M[i][j] ≤ 100

## Solution:

**Method 1:** Recursion

A simple method that is a direct recursive implementation

// C++ program to solve Gold Mine problem

#include<bits/stdc++.h>

using namespace std;

int collectGold(vector<vector<int>> gold, int r, int c, int n, int m) {

// Base condition.

if ((r < 0) || (r == n) || (c == m)) {

return 0;

}

// Right upper diagonal

int rightUpperDiagonal = collectGold(gold, r - 1, c + 1, n, m);

// right

int right = collectGold(gold, r, c + 1, n, m);

// Lower right diagonal

int rightLowerDiagonal = collectGold(gold, r + 1, c + 1, n, m);

// Return the maximum and store the value

return gold[r] + max(max(rightUpperDiagonal, rightLowerDiagonal), right);

}

int getMaxGold(vector<vector<int>> gold, int n, int m)

{

int maxGold = 0;

for (int i = 0; i < n; i++) {

// Recursive function call for ith row.

int goldCollected = collectGold(gold, i, 0, n, m);

maxGold = max(maxGold, goldCollected);

}

return maxGold;

}

// Driver Code

int main()

{

vector<vector<int>> gold { {1, 3, 1, 5},

{2, 2, 4, 1},

{5, 0, 2, 3},

{0, 6, 1, 2}

};

int m = 4, n = 4;

cout << getMaxGold(gold, n, m);

return 0;

}

**Output**

16

**Time complexity**: O(3N\*M)

**Auxiliary Space**: O(N\*M)

**Method 2:**Memoization

Bottom-Up Approach: The second way is to take an extra space of size m\*n and start computing values of states

of right, right upper diagonal, and right bottom diagonal and store it in the 2d array.

// C++ program to solve Gold Mine problem

#include<bits/stdc++.h>

using namespace std;

int collectGold(vector<vector<int>> gold, int r, int c, int n, int m, vector<vector<int>> &dp) {

// Base condition.

if ((r < 0) || (r == n) || (c == m)) {

return 0;

}

if(dp[r] != -1){

return dp[r] ;

}

// Right upper diagonal

int rightUpperDiagonal = collectGold(gold, r - 1, c + 1, n, m, dp);

// right

int right = collectGold(gold, r, c + 1, n, m, dp);

// Lower right diagonal

int rightLowerDiagonal = collectGold(gold, r + 1, c + 1, n, m, dp);

// Return the maximum and store the value

return dp[r] = gold[r] + max(max(rightUpperDiagonal, rightLowerDiagonal), right);

}

int getMaxGold(vector<vector<int>> gold, int n, int m)

{

int maxGold = 0;

// Initialize the dp vector

vector<vector<int>> dp(n, vector<int>(m, -1)) ;

for (int i = 0; i < n; i++) {

// Recursive function call for ith row.

int goldCollected = collectGold(gold, i, 0, n, m, dp);

maxGold = max(maxGold, goldCollected);

}

return maxGold;

}

// Driver Code

int main()

{

vector<vector<int>> gold { {1, 3, 1, 5},

{2, 2, 4, 1},

{5, 0, 2, 3},

{0, 6, 1, 2}

};

int m = 4, n = 4;

cout << getMaxGold(gold, n, m);

return 0;

}

**Output**

16

**Time Complexity :**O(m\*n)

**Space Complexity :**O(m\*n)

**Method 3**: Using Dp, Tabulation  
Create a 2-D matrix goldTable[][]) of the same as given matrix mat[][]. If we observe the question closely, we can notice following. 

1. Amount of gold is positive, so we would like to cover maximum cells of maximum values under given constraints.
2. In every move, we move one step toward right side. So we always end up in last column. If we are at the last column, then we are unable to move right

If we are at the first row or last column, then we are unable to move right-up so just assign 0 otherwise assign the value of goldTable[row-1][col+1] to right\_up. If we are at the last row or last column, then we are unable to move right down so just assign 0 otherwise assign the value of goldTable[row+1][col+1] to right up.   
Now find the maximum of right, right\_up, and right\_down and then add it with that mat[row][col]. At last, find the maximum of all rows and first column and return it.

// C++ program to solve Gold Mine problem

#include<bits/stdc++.h>

using namespace std;

const int MAX = 100;

// Returns maximum amount of gold that can be collected

// when journey started from first column and moves

// allowed are right, right-up and right-down

int getMaxGold(int gold[][MAX], int m, int n)

{

// Create a table for storing intermediate results

// and initialize all cells to 0. The first row of

// goldMineTable gives the maximum gold that the miner

// can collect when starts that row

int goldTable[m][n];

memset(goldTable, 0, sizeof(goldTable));

for (int col=n-1; col>=0; col--)

{

for (int row=0; row<m; row++)

{

// Gold collected on going to the cell on the right(->)

int right = (col==n-1)? 0: goldTable[row][col+1];

// Gold collected on going to the cell to right up (/)

int right\_up = (row==0 || col==n-1)? 0:

goldTable[row-1][col+1];

// Gold collected on going to the cell to right down (\)

int right\_down = (row==m-1 || col==n-1)? 0:

goldTable[row+1][col+1];

// Max gold collected from taking either of the

// above 3 paths

goldTable[row][col] = gold[row][col] +

max(right, max(right\_up, right\_down));

}

}

// The max amount of gold collected will be the max

// value in first column of all rows

int res = goldTable[0][0];

for (int i=1; i<m; i++)

res = max(res, goldTable[i][0]);

return res;

}

// Driver Code

int main()

{

int gold[MAX][MAX]= { {1, 3, 1, 5},

{2, 2, 4, 1},

{5, 0, 2, 3},

{0, 6, 1, 2}

};

int m = 4, n = 4;

cout << getMaxGold(gold, m, n);

return 0;

}

**Output**

16

**Time Complexity :**O(m\*n)   
**Space Complexity :**O(m\*n)

# 389. Assembly Line Scheduling Problem

A car factory has two assembly lines, each with n stations. A station is denoted by Si,j where i is either 1 or 2 and indicates the assembly line the station is on, and j indicates the number of the station. The time taken per station is denoted by ai,j. Each station is dedicated to some sort of work like engine fitting, body fitting, painting, and so on. So, a car chassis must pass through each of the n stations in order before exiting the factory. The parallel stations of the two assembly lines perform the same task. After it passes through station Si,j, it will continue to station Si,j+1 unless it decides to transfer to the other line. Continuing on the same line incurs no extra cost, but transferring from line i at station j – 1 to station j on the other line takes time ti,j. Each assembly line takes an entry time ei and exit time xi which may be different for the two lines. Give an algorithm for computing the minimum time it will take to build a car chassis.

The below figure presents the problem in a clear picture: 
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The following information can be extracted from the problem statement to make it simpler:

* Two assembly lines, 1 and 2, each with stations from 1 to n.
* A car chassis must pass through all stations from 1 to n in order(in any of the two assembly lines). i.e. it cannot jump from station i to station j if they are not at one move distance.
* The car chassis can move one station forward in the same line, or one station diagonally in the other line. It incurs an extra cost ti, j to move to station j from line i. No cost is incurred for movement in same line.
* The time taken in station j on line i is ai, j.
* Si, j represents a station j on line i.

## Solution:

**Breaking the problem into smaller sub-problems:**   
We can easily find the ith factorial if (i-1)th factorial is known. Can we apply the similar funda here?   
If the minimum time taken by the chassis to leave station Si, j-1 is known, the minimum time taken to leave station Si, j can be calculated quickly by combining ai, j and ti, j.  
**T1(j)** indicates the minimum time taken by the car chassis to leave station j on assembly line 1.  
**T2(j)** indicates the minimum time taken by the car chassis to leave station j on assembly line 2.

***Base cases:***  
The entry time ei comes into picture only when the car chassis enters the car factory.  
Time taken to leave the first station in line 1 is given by:   
T1(1) = Entry time in Line 1 + Time spent in station S1,1   
T1(1) = e1 + a1,1   
Similarly, time taken to leave the first station in line 2 is given by:   
T2(1) = e2 + a2,1

***Recursive Relations:***   
If we look at the problem statement, it quickly boils down to the below observations:   
The car chassis at station S1,j can come either from station S1, j-1 or station S2, j-1.

Case #1: Its previous station is S1, j-1   
The minimum time to leave station S1,j is given by:   
T1(j) = Minimum time taken to leave station S1, j-1 + Time spent in station S1, j   
T1(j) = T1(j-1) + a1, j

Case #2: Its previous station is S2, j-1   
The minimum time to leave station S1, j is given by:   
T1(j) = Minimum time taken to leave station S2, j-1 + Extra cost incurred to change the assembly line + Time spent in station S1, j   
T1(j) = T2(j-1) + t2, j + a1, j

The minimum time T1(j) is given by the minimum of the two obtained in cases #1 and #2.   
T1(j) = min((T1(j-1) + a1, j), (T2(j-1) + t2, j + a1, j))

Similarly, the minimum time to reach station S2, j is given by:   
T2(j) = min((T2(j-1) + a2, j), (T1(j-1) + t1, j + a2, j))

The total minimum time taken by the car chassis to come out of the factory is given by:   
Tmin = min(Time taken to leave station Si,n + Time taken to exit the car factory)   
Tmin = min(T1(n) + x1, T2(n) + x2)

**Why dynamic programming?**   
The above recursion exhibits overlapping sub-problems. There are two ways to reach station S1, j:

1. From station S1, j-1
2. From station S2, j-1

So, to find the minimum time to leave station S1, j the minimum time to leave the previous two stations must be calculated(as explained in above recursion).

Similarly, there are two ways to reach station S2, j:

1. From station S2, j-1
2. From station S1, j-1

Please note that the minimum times to leave stations S1, j-1 and S2, j-1 have already been calculated.  
So, we need two tables to store the partial results calculated for each station in an assembly line. The table will be filled in a bottom-up fashion.

**Note:**   
In this post, the word “leave” has been used in place of “reach” to avoid confusion. Since the car chassis must spend a fixed time in each station, the word leave suits better.

**Implementation:**

// A C++ program to find minimum possible

// time by the car chassis to complete

#include <bits/stdc++.h>

using namespace std;

#define NUM\_LINE 2

#define NUM\_STATION 4

// Utility function to find a minimum of two numbers

int min(int a, int b)

{

return a < b ? a : b;

}

int carAssembly(int a[][NUM\_STATION],

int t[][NUM\_STATION],

int \*e, int \*x)

{

int T1[NUM\_STATION], T2[NUM\_STATION], i;

// time taken to leave first station in line 1

T1[0] = e[0] + a[0][0];

// time taken to leave first station in line 2

T2[0] = e[1] + a[1][0];

// Fill tables T1[] and T2[] using the

// above given recursive relations

for (i = 1; i < NUM\_STATION; ++i)

{

T1[i] = min(T1[i - 1] + a[0][i],

T2[i - 1] + t[1][i] + a[0][i]);

T2[i] = min(T2[i - 1] + a[1][i],

T1[i - 1] + t[0][i] + a[1][i]);

}

// Consider exit times and return minimum

return min(T1[NUM\_STATION - 1] + x[0],

T2[NUM\_STATION - 1] + x[1]);

}

// Driver Code

int main()

{

int a[][NUM\_STATION] = {{4, 5, 3, 2},

{2, 10, 1, 4}};

int t[][NUM\_STATION] = {{0, 7, 4, 5},

{0, 9, 2, 8}};

int e[] = {10, 12}, x[] = {18, 7};

cout << carAssembly(a, t, e, x);

return 0;

}

**Output:**

35
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The bold line shows the path covered by the car chassis for given input values. We need only the last two values in the auxiliary arrays. So instead of creating two arrays, we can use two variables.

// A space optimized solution for

// assembly line scheduling

#include <bits/stdc++.h>

using namespace std;

int carAssembly(int a[][4],

int t[][4],

int \*e, int \*x)

{

int first, second, i;

// Time taken to leave first

// station in line 1

first = e[0] + a[0][0];

// Time taken to leave first

// station in line 2

second = e[1] + a[1][0];

// Fill tables T1[] and T2[] using the

// above given recursive relations

for(i = 1; i < 4; ++i)

{

int up = min(first + a[0][i],

second + t[1][i] +

a[0][i]);

int down = min(second + a[1][i],

first + t[0][i] +

a[1][i]);

first = up;

second = down;

}

// Consider exit times and

// return minimum

return min(first + x[0],

second + x[1]);

}

// Driver Code

int main()

{

int a[][4] = { { 4, 5, 3, 2 },

{ 2, 10, 1, 4 } };

int t[][4] = { { 0, 7, 4, 5 },

{ 0, 9, 2, 8 } };

int e[] = { 10, 12 }, x[] = { 18, 7 };

cout << carAssembly(a, t, e, x);

return 0;

}

**Output:**

35

# 390. Painting the Fence Problem

Given a fence with n posts and k colors, find out the number of ways of painting the fence so that not more than two consecutive fences have the same colors. Since the answer can be large return it modulo 10^9 + 7.

**Example 1:**

**Input:**

N=3, K=2

**Output:** 6

**Explanation**:

We have following possible combinations:

[![http://cdncontribute.geeksforgeeks.org/wp-content/uploads/paintFence.png](data:image/png;base64,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)](http://cdncontribute.geeksforgeeks.org/wp-content/uploads/paintFence.png)

**Example 2:**

**Input:**

N=2, K=4

**Output:** 16

**Your Task:**  
Since, this is a function problem. You don't need to take any input, as it is already accomplished by the driver code. You just need to complete the function **countWays**() that takes **n and k** as parameters and returns the number of ways in which the fence can be painted.(modulo 109 + 7)

**Expected Time Complexity:**O(N).  
**Expected Auxiliary Space:**O(N).

**Constraints:**  
1 ≤ N ≤ 5000  
1 ≤ K ≤ 100

## Solution:

**Realizing This is a Dynamic Programming Problem**

There are two parts to this problem that tell us it can be solved with dynamic programming.

First, the question is asking for the "number of ways" to do something.

Second, we need to make decisions that may depend on previously made decisions. In this problem, we need to decide what color we should paint a given post, which may change depending on previous decisions. For example, if we paint the first two posts the same color, then we are not allowed to paint the third post the same color.

Both of these things are characteristic of dynamic programming problems.

**A Framework to Solve Dynamic Programming Problems**

A dynamic programming algorithm typically has 3 components. Learning these components is extremely valuable, as **most dynamic programming problems can be solved this way**.

First, we need some function or array that represents the answer to the problem for a given state. For this problem, let's say that we have a function totalWays, where totalWays(i) returns the number of ways to paint i posts. Because we only have one argument, this is a one-dimensional dynamic programming problem.

Second, we need a way to transition between states, such as totalWays(3) and totalWays(4). This is called a **recurrence relation** and figuring it out is usually the hardest part of solving a problem with dynamic programming. We'll talk about the recurrence relation for this problem below.

The third component is establishing base cases. If we have one post, there are k ways to paint it. If we have two posts, then there are k \* k ways to paint it (since we are allowed to paint have two posts in a row be the same color). Therefore, totalWays(1) = k, totalWays(2) = k \* k.

**Finding The Recurrence Relation**

We know the values for totalWays(1) and totalWays(2), now we need a formula for totalWays(i), where 3 <= i <= n. Let's think about how many ways there are to paint the i^{th}*ith* post. We have two options:

1. Use a different color than the previous post. If we use a different color, then there are k - 1 colors for us to use. This means there are (k - 1) \* totalWays(i - 1) ways to paint the i^{th}*ith* post a different color than the (i - 1)^{th}(*i*−1)*th* post.
2. Use the same color as the previous post. There is only one color for us to use, so there are 1 \* totalWays(i - 1) ways to paint the i^{th}*ith* post the same color as the (i - 1)^{th}(*i*−1)*th* post. However, we have the added restriction of not being allowed to paint three posts in a row the same color. Therefore, we can paint the i^{th}*ith* post the same color as the (i - 1)^{th}(*i*−1)*th* post **only if** the (i - 1)^{th}(*i*−1)*th* post is a different color than the (i - 2)^{th}(*i*−2)*th* post.

So, how many ways are there to paint the (i - 1)^{th}(*i*−1)*th* post a different color than the (i - 2)^{th}(*i*−2)*th* post? Well, as stated in the first option, there are (k - 1) \* totalWays(i - 1) ways to paint the i^{th}*ith* post a different color than the (i - 1)^{th}(*i*−1)*th* post, so that means there are 1 \* (k - 1) \* totalWays(i - 2) ways to paint the (i - 1)^{th}(*i*−1)*th* post a different color than the (i - 2)^{th}(*i*−2)*th* post.

Adding these two scenarios together gives totalWays(i) = (k - 1) \* totalWays(i - 1) + (k - 1) \* totalWays(i - 2), which can be simplified to:

totalWays(i) = (k - 1) \* (totalWays(i - 1) + totalWays(i - 2))

This is our recurrence relation which we can use to solve the problem from the base cases.

Below is the implementation of the problem:

// C++ program for Painting Fence Algorithm

// optimised version

#include <bits/stdc++.h>

using namespace std;

// Returns count of ways to color k posts

long countWays(int n, int k)

{

long dp[n + 1];

memset(dp, 0, sizeof(dp));

long long mod = 1000000007;

dp[1] = k;

dp[2] = k \* k;

for (int i = 3; i <= n; i++) {

dp[i] = ((k - 1) \* (dp[i - 1] + dp[i - 2])) % mod;

}

return dp[n];

}

// Driver code

int main()

{

int n = 3, k = 2;

cout << countWays(n, k) << endl;

return 0;

}

**Output:**

6

**Space optimization :**  
We can optimize the above solution to use one variable instead of a table.  
Below is the implementation of the problem:

long long countWays(int n, int k){

long long a, b, c;

a = k;

b = k\*k;

if(n==1)

return a;

if(n==2)

return b;

for(int i=2;i<n;i++){

c = ((k-1)\*((b+a)%(int)(1e9+7)))%(int)(1e9+7);

a = b;

b = c;

}

return c;

}

**Time Complexity:**O(N).

**Space Complexity:**O(1).

# 391. Maximize The Cut Segments

Given an integer **N** denoting the Length of a line segment. You need to cut the line segment in such a way that the cut length of a line segment each time is either **x** , **y** or **z**. Here x, y, and z are integers.  
After performing all the cut operations, your**total number of cut segments must be maximum**.

**Example 1:**

**Input:**

N = 4

x = 2, y = 1, z = 1

**Output:** 4

**Explanation:**Total length is 4, and the cut

lengths are 2, 1 and 1.  We can make

maximum 4 segments each of length 1.

**Example 2:**

**Input:**

N = 5

x = 5, y = 3, z = 2

**Output:** 2

**Explanation:** Here total length is 5, and

the cut lengths are 5, 3 and 2. We can

make two segments of lengths 3 and 2.

**Your Task:**  
You only need to complete the function **maximizeTheCuts()**that takes n, x, y, z as parameters and returns **max number cuts**.

**Expected Time Complexity** : O(N)  
**Expected Auxiliary Space**: O(N)

**Constraints**  
1 <= N, x, y, z <= 104

## Solution:

**Approach 1:**

This can be visualized as a classical recursion problem , which further narrows down to **memoization** ( top-down ) method of **Dynamic Programming**. Initially , we have length *l* present with us , we’d have three size choices to cut from this , either we can make a cut of length *p* , or*q* , or *r*. Let’s say we made a cut of length*p* , so the remaining length would be *l-p* and similarly with cuts *q* & *r* resulting in remaining lengths*l-q* & *l-r* respectively. We will call recursive function for the remaining lengths and at any subsequent instance we’ll have these three choices. We will store the answer from all these recursive calls & take the maximum out of them +1 as at any instance we’ll have 1 cut from this particular call as well. Also , note that the recursive call would be made if and only if the available length is greater than length we want to cut i.e. suppose *p=3* , and after certain recursive calls the available length is 2 only , so we can’t cut this line in lengths of*p* anymore.

Below is the **pseudocode** for the same:

if(l==0) // Base Case

return 0;

int a,b,c;

if(p<=l)

a=func(l-p,p,q,r);

if(q<=l)

b=func(l-q,p,q,r);

if(r<=l)

c=func(l-r,p,q,r);

return 1+max({a,b,c});

Below is the recursion tree for *l=4,p=2,q=1 and r=1*:
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*Recursion Tree for l=4 , p=2 ,q=1 and r=1*

One can clearly observe that at each call , the given length ( 4 initially ) is divided into 3 different subparts. Also , we can see that the recursion is being repeated for certain entries ( *Red* arrow represents repetitive call for *l=2, Yellow* for *l=3* and *Blue* for *l=1).*Therefore , we can **memoize** the results in any container or array , so that repetition of same recursive calls is avoided.

Now , the above **pseudocode** changes to :

vector<int> dp(10005,-1); // Initialise DP Table ( Array can also be used )

if(l==0) // Base Case

return 0;

if(dp[l]!=-1) // If already memoized , return from here only

return dp[l];

int a,b,c;

if(p<=l)

a=func(l-p,p,q,r);

if(q<=l)

b=func(l-q,p,q,r);

if(r<=l)

c=func(l-r,p,q,r);

return dp[l]=1+max({a,b,c}); // Memoize the result in the dp table & return

**Let’s now follow the code for implementation of the above code :**

//C++ Code to find maximum number of cut segments

// Memoization DP

#include <bits/stdc++.h>

using namespace std;

//Function to find the maximum number of cuts.

int dp[10005];

int func(int l, int p, int q, int r)

{

if(l==0)

return 0; // Base Case

if(dp[l]!=-1) // If already memoized

return dp[l];

int a(INT\_MIN),b(INT\_MIN),c(INT\_MIN); // Intitialise a,b,& c with INT\_MIN

if(p<=l) // If Possible to make a cut of length p

a=func(l-p,p,q,r);

if(q<=l) // If possible to make a cut of length q

b=func(l-q,p,q,r);

if(r<=l) // If possible to make a cut of length r

c=func(l-r,p,q,r);

return dp[l]=1+max({a,b,c}); // Memoize & return

}

int maximizeTheCuts(int l, int p, int q, int r)

{

memset(dp,-1,sizeof(dp)); // Set Lookup table to -1

int ans=func(l,p,q,r); // Utility function call

if(ans<0)

return 0; // If returned answer is negative , that means cuts are not possible

return ans;

}

int main()

{

int l,p,q,r;

cout<<"ENTER THE LENGTH OF THE ROD "<<endl;

cin>>l;

cout<<"ENTER THE VALUES OF p,q & r "<<endl;

cin>>p>>q>>r;

cout<<"THE MAXIMUM NUMBER OF SEGMENTS THAT CAN BE CUT OF LENGTH p,q & r FROM A ROD OF LENGTH l are "<<maximizeTheCuts(l,p,q,r)<<endl;

return 0;

}

**Time Complexity** : *O(n)* where n is the length of rod or line segment that has to be cut.

**Space Complexity** : *O(n)* where n is the length of rod or line segment that has to be cut.

**Approach 2:**

As the solution for a maximum number of cuts that can be made in a given length depends on the maximum number of cuts previously made in shorter lengths, this question could be solved by the approach of Dynamic Programming. Suppose we are given a **length ‘l’**. For finding the maximum number of cuts that can be made in **length ‘l’**, find the number of cuts made in shorter previous **length ‘l-p’,** **‘l-q’,** **‘l-r’** lengths respectively. The required answer would be the **max(l-p,l-q,l-r)+1** as one more cut should be needed after this to cut **length ‘l’**. So for solving this problem for a given length, find the maximum number of cuts that can be made in lengths **ranging from ‘1’ to ‘l’**.

**Example:**

*l = 11, p = 2, q = 3, r = 5   
Analysing lengths from 1 to 11:*

1. *Not possible to cut->0*
2. *Possible cut is of lengths 2->1 (2)*
3. *Possible cut is of lengths 3->1 (3)*
4. *Possible cuts are of lengths max(arr[4-2],arr[4-3])+1->2 (2,2)*
5. *Possible cuts are of lengths max(arr[5-2],arr[5-3])+1->2 (2,3)*
6. *Possible cuts are of lengths max(arr[6-2],arr[6-3],arr[6-5])+1->3 (2,2,2)*
7. *Possible cuts are of lengths max(arr[7-2],arr[7-3],arr[7-5])+1->3 (2,3,2) or (2,2,3)*
8. *Possible cuts are of lengths max(arr[8-2],arr[8-3],arr[8-5])+1->4 (2,2,2,2)*
9. *Possible cuts are of lengths max(arr[9-2],arr[9-3],arr[9-5])+1->4 (2,3,2,2) or (2,2,3,2) or (2,2,2,3)*
10. *Possible cuts are of lengths max(arr[10-2],arr[10-3],arr[10-5])+1->5 (2,2,2,2,2)*
11. *Possible cuts are of lengths max(arr[11-2],arr[11-3],arr[11-5])+1->5 (2,3,2,2,2) or (2,2,3,2,2) or (2,2,2,3,2) or (2,2,2,2,3)*

**Algorithm:**

1. Initialise an **array DP[]={-1} and DP[0]=0**.
2. Run a loop from ‘1’ to ‘l’
3. If DP[i]=-1 means it’s not possible to divide it using giving segments p,q,r so continue;
4. DP[i+p]=max(DP[i+p],DP[i]+1)
5. DP[i+q]=max(DP[i+q],DP[i]+1)
6. DP[i+r]=max(DP[i+r],DP[i]+1)
7. print DP[l]

**Pseudo Code:**

DP[l+1]={-1}

DP[0]=0

for(i from 0 to l)

if(DP[i]==-1)

continue

DP[i+p]=max(DP[i+p],DP[i]+1)

DP[i+q]=max(DP[i+q],DP[i]+1)

DP[i+r]=max(DP[i+r],DP[i]+1)

print(DP[l])

**Implementation:**

// C++ program to maximize the number

// of segments of length p, q and r

#include <bits/stdc++.h>

using namespace std;

// Function that returns the maximum number

// of segments possible

int findMaximum(int l, int p, int q, int r)

{

// Array to store the cut at each length

int dp[l + 1];

// All values with -1

memset(dp, -1, sizeof(dp));

// if length of rod is 0 then total cuts will be 0

// so, initialize the dp[0] with 0

dp[0] = 0;

for (int i = 0; i <= l; i++) {

// if certain length is not possible

if (dp[i] == -1)

continue;

// if a segment of p is possible

if (i + p <= l)

dp[i + p] = max(dp[i + p], dp[i] + 1);

// if a segment of q is possible

if (i + q <= l)

dp[i + q] = max(dp[i + q], dp[i] + 1);

// if a segment of r is possible

if (i + r <= l)

dp[i + r] = max(dp[i + r], dp[i] + 1);

}

// if no segment can be cut then return 0

if (dp[l] == -1) {

dp[l] = 0;

}

// return value corresponding to length l

return dp[l];

}

// Driver Code

int main()

{

int l = 11, p = 2, q = 3, r = 5;

// Calling Function

int ans = findMaximum(l, p, q, r);

cout << ans;

return 0;

}

**Output**

5

**Complexity Analysis:**

* **Time Complexity:** O(N).   
  Use of a single for-loop till length ‘N’.
* **Auxiliary Space:** O(N).   
  Use of an array ‘DP’ to keep track of segments

**Note:**This problem can also be thought of as a minimum coin change problem because we are given a certain length to acquire which is the same as the value of the amount whose minimum change is needed. Now the x,y,z are the same as the denomination of the coin given. So length is the same as the amount and x y z are the same as denominations, thus we need to change only one condition that is instead of finding minimum we need to find the maximum and we will get the answer. As the minimum coin change problem is the basic dynamic programming question so this will help to solve this question also.

The condition we need to change in minimum coin change problem

for(ll i=1;i<=n;i++)

{

for(ll j=1;j<=3;j++)

{

if(i>=a[j]&&m[i-a[j]]!=-1)

{

dp[i]=max(dp[i],1+dp[i-a[j]]);

}

}

}

# 392. Longest Common Subsequence

## Same as ques 77 of String.

# 393. Longest Repeated Subsequence

## Same as ques 55 of String.

# 394. Longest Increasing Subsequence

Given an array of integers, find the **length**of the**longest (strictly) increasing subsequence** from the given array.

**Example 1:**

**Input:**

N = 16

A[]={0,8,4,12,2,10,6,14,1,9,5

  13,3,11,7,15}

**Output:** 6

**Explanation:**Longest increasing subsequence

0 2 6 9 13 15, which has length **6**

**Example 2:**

**Input:**

N = 6

A[] = {5,8,3,7,9,1}

**Output:** 3

**Explanation:**Longest increasing subsequence

5 7 9, with length **3**

**Your Task:**  
Complete the function **longestSubsequence()** which takes the input array and its size as input parameters and returns the **length**of the**longest increasing subsequence.**

**Expected Time Complexity** : O( N\*log(N) )  
**Expected Auxiliary Space**: O(N)

**Constraints:**  
1 ≤ N ≤ 105  
0 ≤ A[i] ≤ 106

## Solution:

**Method 1:** Recursion.  
***Optimal Substructure:*** Let arr[0..n-1] be the input array and L(i) be the length of the LIS ending at index i such that arr[i] is the last element of the LIS.

Then, L(i) can be recursively written as:

L(i) = 1 + max( L(j) ) where 0 < j < i and arr[j] < arr[i]; or

L(i) = 1, if no such j exists.

To find the LIS for a given array, we need to return max(L(i)) where 0 < i < n.  
Formally, the length of the longest increasing subsequence ending at index i, will be 1 greater than the maximum of lengths of all longest increasing subsequences ending at indices before i, where arr[j] < arr[i] (j < i).  
Thus, we see the LIS problem satisfies the optimal substructure property as the main problem can be solved using solutions to subproblems.

The recursive tree given below will make the approach clearer:

Input : arr[] = {3, 10, 2, 11}

**f(i): Denotes LIS of subarray ending at index 'i'**

(LIS(1)=1)

f(4) {f(4) = 1 + max(f(1), f(2), f(3))}

/ | \

f(1) f(2) f(3) {f(3) = 1, f(2) and f(1) are > f(3)}

| | \

f(1) f(2) f(1) {f(2) = 1 + max(f(1)}

|

f(1) {f(1) = 1}

Below is the implementation of the recursive approach:

/\* A Naive C++ recursive implementation

of LIS problem \*/

#include <iostream>

using namespace std;

/\* To make use of recursive calls, this

function must return two things:

1) Length of LIS ending with element arr[n-1].

We use max\_ending\_here for this purpose

2) Overall maximum as the LIS may end with

an element before arr[n-1] max\_ref is

used this purpose.

The value of LIS of full array of size n

is stored in \*max\_ref which is our final result

\*/

int \_lis(int arr[], int n, int\* max\_ref)

{

/\* Base case \*/

if (n == 1)

return 1;

// 'max\_ending\_here' is length of LIS

// ending with arr[n-1]

int res, max\_ending\_here = 1;

/\* Recursively get all LIS ending with arr[0],

arr[1] ... arr[n-2]. If arr[i-1] is smaller

than arr[n-1], and max ending with arr[n-1]

needs to be updated, then update it \*/

for (int i = 1; i < n; i++) {

res = \_lis(arr, i, max\_ref);

if (arr[i - 1] < arr[n - 1]

&& res + 1 > max\_ending\_here)

max\_ending\_here = res + 1;

}

// Compare max\_ending\_here with the overall

// max. And update the overall max if needed

if (\*max\_ref < max\_ending\_here)

\*max\_ref = max\_ending\_here;

// Return length of LIS ending with arr[n-1]

return max\_ending\_here;

}

// The wrapper function for \_lis()

int lis(int arr[], int n)

{

// The max variable holds the result

int max = 1;

// The function \_lis() stores its result in max

\_lis(arr, n, &max);

// returns max

return max;

}

/\* Driver program to test above function \*/

int main()

{

int arr[] = { 10, 22, 9, 33, 21, 50, 41, 60 };

int n = sizeof(arr) / sizeof(arr[0]);

cout <<"Length of lis is "<< lis(arr, n);

return 0;

}

**Output:**

Length of lis is 5

**Complexity Analysis:**

* **Time Complexity:** The time complexity of this recursive approach is exponential as there is a case of overlapping subproblems as explained in the recursive tree diagram above.
* **Auxiliary Space:** O(1). No external space used for storing values apart from the internal stack space.

**Method 2:** Dynamic Programming.  
We can see that there are many subproblems in the above recursive solution which are solved again and again. So this problem has Overlapping Substructure property and recomputation of same subproblems can be avoided by either using Memoization or Tabulation.

The simulation of approach will make things clear:

Input : arr[] = {3, 10, 2, 11}

LIS[] = {1, 1, 1, 1} (initially)

**Iteration-wise simulation :**

1. arr[2] > arr[1] {LIS[2] = max(LIS [2], LIS[1]+1)=2}
2. arr[3] < arr[1] {No change}
3. arr[3] < arr[2] {No change}
4. arr[4] > arr[1] {LIS[4] = max(LIS [4], LIS[1]+1)=2}
5. arr[4] > arr[2] {LIS[4] = max(LIS [4], LIS[2]+1)=3}
6. arr[4] > arr[3] {LIS[4] = max(LIS [4], LIS[3]+1)=3}

We can avoid recomputation of subproblems by using tabulation as shown in the below code:

Below is the implementation of the above approach:

/\* Dynamic Programming C++ implementation

of LIS problem \*/

#include <bits/stdc++.h>

using namespace std;

/\* lis() returns the length of the longest

increasing subsequence in arr[] of size n \*/

int lis(int arr[], int n)

{

int lis[n];

lis[0] = 1;

/\* Compute optimized LIS values in

bottom up manner \*/

for (int i = 1; i < n; i++) {

lis[i] = 1;

for (int j = 0; j < i; j++)

if (arr[i] > arr[j] && lis[i] < lis[j] + 1)

lis[i] = lis[j] + 1;

}

// Return maximum value in lis[]

return \*max\_element(lis, lis + n);

}

/\* Driver program to test above function \*/

int main()

{

int arr[] = { 10, 22, 9, 33, 21, 50, 41, 60 };

int n = sizeof(arr) / sizeof(arr[0]);

printf("Length of lis is %d\n", lis(arr, n));

return 0;

}

**Output**

Length of lis is 5

**Complexity Analysis:**

* **Time Complexity:** O(n2).   
  As nested loop is used.
* **Auxiliary Space:** O(n).   
  Use of any array to store LIS values at each index.

**O(nlogn) solution:**

For the time being, forget about recursive and DP solutions. Let us take small samples and extend the solution to large instances. Even though it may look complex at first time, once if we understood the logic, coding is simple.  
Consider an input array A = {2, 5, 3}. I will extend the array during explanation.  
By observation we know that the LIS is either {2, 3} or {2, 5}. ***Note that I am considering only strictly increasing sequences***.  
Let us add two more elements, say 7, 11 to the array. These elements will extend the existing sequences. Now the increasing sequences are {2, 3, 7, 11} and {2, 5, 7, 11} for the input array {2, 5, 3, 7, 11}.  
Further, we add one more element, say 8 to the array i.e. input array becomes {2, 5, 3, 7, 11, 8}. Note that the latest element 8 is greater than smallest element of any active sequence (*will discuss shortly about active sequences*). How can we extend the existing sequences with 8? First of all, can 8 be part of LIS? If yes, how? If we want to add 8, it should come after 7 (by replacing 11).  
Since the approach is *offline (what we mean by*[*offline*](https://www.geeksforgeeks.org/median-of-stream-of-integers-running-integers/)*?)*, we are not sure whether adding 8 will extend the series or not. Assume there is 9 in the input array, say {2, 5, 3, 7, 11, 8, 7, 9 …}. We can replace 11 with 8, as there is potentially *best* candidate (9) that can extend the new series {2, 3, 7, 8} or {2, 5, 7, 8}.  
Our observation is, assume that the end element of largest sequence is E. We can add (replace) current element A[i] to the existing sequence if there is an element A[j] (j > i) such that E < A[i] < A[j] or (E > A[i] < A[j] – for replace). In the above example, E = 11, A[i] = 8 and A[j] = 9.  
In case of our original array {2, 5, 3}, note that we face same situation when we are adding 3 to increasing sequence {2, 5}. I just created two increasing sequences to make explanation simple. Instead of two sequences, 3 can replace 5 in the sequence {2, 5}.  
I know it will be confusing, I will clear it shortly!  
*The question is, when will it be safe to add or replace an element in the existing sequence?*  
Let us consider another sample A = {2, 5, 3}. Say, the next element is 1. How can it extend the current sequences {2, 3} or {2, 5}. Obviously, it can’t extend either. Yet, there is a potential that the new smallest element can be start of an LIS. To make it clear, consider the array is {2, 5, 3, 1, 2, 3, 4, 5, 6}. Making 1 as new sequence will create new sequence which is largest.  
*The observation is, when we encounter new smallest element in the array, it can be a potential candidate to start new sequence.*  
From the observations, we need to maintain lists of increasing sequences.  
In general, we have set of **active lists** of varying length. We are adding an element A[i] to these lists. We scan the lists (for end elements) in decreasing order of their length. We will verify the end elements of all the lists to find a list whose end element is smaller than A[i] (*floor* value).  
Our strategy determined by the following conditions, 

**1. If A[i] is smallest among all *end***

***candidates of active lists, we will start***

***new active list of length 1.***

**2. If A[i] is largest among all *end candidates of***

***active lists, we will clone the largest active***

***list, and extend it by A[i].***

**3. If A[i] is in between, we will find a list with**

***largest end element that is smaller than A[i].***

***Clone and extend this list by A[i]. We will discard all***

***other lists of same length as that of this modified list.***

Note that at any instance during our construction of active lists, the following condition is maintained.  
*“end element of smaller list is smaller than end elements of larger lists”*.  
It will be clear with an example, let us take example from [wiki](http://en.wikipedia.org/wiki/Longest_increasing_subsequence) {0, 8, 4, 12, 2, 10, 6, 14, 1, 9, 5, 13, 3, 11, 7, 15}. 

A[0] = 0. Case 1. There are no active lists, create one.

0.

-----------------------------------------------------------------------------

A[1] = 8. Case 2. Clone and extend.

0.

0, 8.

-----------------------------------------------------------------------------

A[2] = 4. Case 3. Clone, extend and discard.

0.

0, 4.

0, 8. Discarded

-----------------------------------------------------------------------------

A[3] = 12. Case 2. Clone and extend.

0.

0, 4.

0, 4, 12.

-----------------------------------------------------------------------------

A[4] = 2. Case 3. Clone, extend and discard.

0.

0, 2.

0, 4. Discarded.

0, 4, 12.

-----------------------------------------------------------------------------

A[5] = 10. Case 3. Clone, extend and discard.

0.

0, 2.

0, 2, 10.

0, 4, 12. Discarded.

-----------------------------------------------------------------------------

A[6] = 6. Case 3. Clone, extend and discard.

0.

0, 2.

0, 2, 6.

0, 2, 10. Discarded.

-----------------------------------------------------------------------------

A[7] = 14. Case 2. Clone and extend.

0.

0, 2.

0, 2, 6.

0, 2, 6, 14.

-----------------------------------------------------------------------------

A[8] = 1. Case 3. Clone, extend and discard.

0.

0, 1.

0, 2. Discarded.

0, 2, 6.

0, 2, 6, 14.

-----------------------------------------------------------------------------

A[9] = 9. Case 3. Clone, extend and discard.

0.

0, 1.

0, 2, 6.

0, 2, 6, 9.

0, 2, 6, 14. Discarded.

-----------------------------------------------------------------------------

A[10] = 5. Case 3. Clone, extend and discard.

0.

0, 1.

0, 1, 5.

0, 2, 6. Discarded.

0, 2, 6, 9.

-----------------------------------------------------------------------------

A[11] = 13. Case 2. Clone and extend.

0.

0, 1.

0, 1, 5.

0, 2, 6, 9.

0, 2, 6, 9, 13.

-----------------------------------------------------------------------------

A[12] = 3. Case 3. Clone, extend and discard.

0.

0, 1.

0, 1, 3.

0, 1, 5. Discarded.

0, 2, 6, 9.

0, 2, 6, 9, 13.

-----------------------------------------------------------------------------

A[13] = 11. Case 3. Clone, extend and discard.

0.

0, 1.

0, 1, 3.

0, 2, 6, 9.

0, 2, 6, 9, 11.

0, 2, 6, 9, 13. Discarded.

-----------------------------------------------------------------------------

A[14] = 7. Case 3. Clone, extend and discard.

0.

0, 1.

0, 1, 3.

0, 1, 3, 7.

0, 2, 6, 9. Discarded.

0, 2, 6, 9, 11.

----------------------------------------------------------------------------

A[15] = 15. Case 2. Clone and extend.

0.

0, 1.

0, 1, 3.

0, 1, 3, 7.

0, 2, 6, 9, 11.

**0, 2, 6, 9, 11, 15. <-- LIS List**

----------------------------------------------------------------------------

It is required to understand above strategy to devise an algorithm. Also, ensure we have maintained the condition, “*end element of smaller list is smaller than end elements of larger lists*“. Try with few other examples, before reading further. It is important to understand what happening to end elements.  
**Algorithm:**  
Querying length of longest is fairly easy. Note that we are dealing with end elements only. We need not to maintain all the lists. We can store the end elements in an array. Discarding operation can be simulated with replacement, and extending a list is analogous to adding more elements to array.  
We will use an auxiliary array to keep end elements. The maximum length of this array is that of input. In the worst case the array divided into N lists of size one (*note that it doesn’t lead to worst case complexity*). To discard an element, we will trace ceil value of A[i] in auxiliary array (again observe the end elements in your rough work), and replace ceil value with A[i]. We extend a list by adding element to auxiliary array. We also maintain a counter to keep track of auxiliary array length.

Given below is code to find length of LIS

#include <iostream>

#include <vector>

// Binary search (note boundaries in the caller)

int CeilIndex(std::vector<int>& v, int l, int r, int key)

{

while (r - l > 1) {

int m = l + (r - l) / 2;

if (v[m] >= key)

r = m;

else

l = m;

}

return r;

}

int LongestIncreasingSubsequenceLength(std::vector<int>& v)

{

if (v.size() == 0)

return 0;

std::vector<int> tail(v.size(), 0);

int length = 1; // always points empty slot in tail

tail[0] = v[0];

for (size\_t i = 1; i < v.size(); i++) {

// new smallest value

if (v[i] < tail[0])

tail[0] = v[i];

// v[i] extends largest subsequence

else if (v[i] > tail[length - 1])

tail[length++] = v[i];

// v[i] will become end candidate of an existing

// subsequence or Throw away larger elements in all

// LIS, to make room for upcoming greater elements

// than v[i] (and also, v[i] would have already

// appeared in one of LIS, identify the location

// and replace it)

else

tail[CeilIndex(tail, -1, length - 1, v[i])] = v[i];

}

return length;

}

int main()

{

std::vector<int> v{ 2, 5, 3, 7, 11, 8, 10, 13, 6 };

std::cout << "Length of Longest Increasing Subsequence is "

<< LongestIncreasingSubsequenceLength(v) << '\n';

return 0;

}

**Output:**

Length of Longest Increasing Subsequence is 6

**Complexity:**  
The loop runs for N elements. In the worst case (what is worst case input?), we may end up querying ceil value using binary search (log *i*) for many A[i].  
Therefore, T(n) < O( log N! )  = O(N log N). Analyse to ensure that the upper and lower bounds are also O( N log N ). The complexity is THETA (N log N).

**Alternate implementation in various languages using their built in binary search functions are given below:**

#include <bits/stdc++.h>

using namespace std;

int LongestIncreasingSubsequenceLength(std::vector<int>& v)

{

if (v.size() == 0) // boundary case

return 0;

std::vector<int> tail(v.size(), 0);

int length = 1; // always points empty slot in tail

tail[0] = v[0];

for (int i = 1; i < v.size(); i++) {

// Do binary search for the element in

// the range from begin to begin + length

auto b = tail.begin(), e = tail.begin() + length;

auto it = lower\_bound(b, e, v[i]);

// If not present change the tail element to v[i]

if (it == tail.begin() + length)

tail[length++] = v[i];

else

\*it = v[i];

}

return length;

}

int main()

{

std::vector<int> v{ 2, 5, 3, 7, 11, 8, 10, 13, 6 };

std::cout

<< "Length of Longest Increasing Subsequence is "

<< LongestIncreasingSubsequenceLength(v);

return 0;

}

Output:

Length of Longest Increasing Subsequence is 6

# 395. [Space Optimized Solution of LCS](https://www.geeksforgeeks.org/space-optimized-solution-lcs/)

Given two strings, find the length of the longest subsequence present in both of them. 

**Examples:**

LCS for input Sequences “**ABCDGH**” and “**AEDFHR**” is “**ADH**” of length **3**.

LCS for input Sequences “**AGGTAB**” and “**GXTXAYB**” is “**GTAB**” of length **4**

## Solution:

We have discussed a [typical dynamic programming-based solution for LCS](https://www.geeksforgeeks.org/dynamic-programming-set-4-longest-common-subsequence/). We can optimize the space used by LCS problem. We know the recurrence relationship of the LCS problem is

/\* Returns length of LCS for X[0..m-1], Y[0..n-1] \*/

int lcs(string &X, string &Y)

{

int m = X.length(), n = Y.length();

int L[m+1][n+1];

/\* Following steps build L[m+1][n+1] in bottom up

fashion. Note that L[i][j] contains length of

LCS of X[0..i-1] and Y[0..j-1] \*/

for (int i=0; i<=m; i++)

{

for (int j=0; j<=n; j++)

{

if (i == 0 || j == 0)

L[i][j] = 0;

else if (X[i-1] == Y[j-1])

L[i][j] = L[i-1][j-1] + 1;

else

L[i][j] = max(L[i-1][j], L[i][j-1]);

}

}

/\* L[m][n] contains length of LCS for X[0..n-1] and

Y[0..m-1] \*/

return L[m][n];

}

**How to find the length of LCS is O(n) auxiliary space?**

One important observation in the above simple implementation is, in each iteration of the outer loop we only need **values from all columns of the previous row**. So there is no need to store all rows in our DP matrix, we can just store two rows at a time and use them. In that way, used space will be reduced from L[m+1][n+1] to L[2][n+1]. Below is the implementation of the above idea.

// Space optimized C++ implementation

// of LCS problem

#include<bits/stdc++.h>

using namespace std;

// Returns length of LCS

// for X[0..m-1], Y[0..n-1]

int lcs(string &X, string &Y)

{

// Find lengths of two strings

int m = X.length(), n = Y.length();

int L[2][n + 1];

// Binary index, used to

// index current row and

// previous row.

bool bi;

for (int i = 0; i <= m; i++)

{

// Compute current

// binary index

bi = i & 1;

for (int j = 0; j <= n; j++)

{

if (i == 0 || j == 0)

L[bi][j] = 0;

else if (X[i-1] == Y[j-1])

L[bi][j] = L[1 - bi][j - 1] + 1;

else

L[bi][j] = max(L[1 - bi][j],

L[bi][j - 1]);

}

}

// Last filled entry contains

// length of LCS

// for X[0..n-1] and Y[0..m-1]

return L[bi][n];

}

// Driver code

int main()

{

string X = "AGGTAB";

string Y = "GXTXAYB";

printf("Length of LCS is %d\n", lcs(X, Y));

return 0;

}

**Output:**

Length of LCS is 4

**Time Complexity :**O(m\*n)   
**Auxiliary Space :**O(n)

# 396. LCS (Longest Common Subsequence) of three strings

Given 3 strings A, B and C, the task is to find the longest common sub-sequence in all three given sequences.

**Example 1:**

**Input:**

A = "geeks", B = "geeksfor",

C = "geeksforgeeks"

**Output:** 5

**Explanation**: "geeks"is the longest common

subsequence with length 5.

â€‹**Example 2:**

**Input**:

A = "abcd", B = "efgh", C = "ijkl"

**Output:** 0

**Explanation**: There's no common subsequence

in all the strings.

**Your Task:**  
You don't need to read input or print anything. Your task is to complete the function **LCSof3()**which takes the strings A, B, C and their lengths n1, n2, n3 as input and returns the length of the longest common subsequence in all the 3 strings.

**Expected Time Complexity:**O(n1\*n2\*n3).  
**Expected Auxiliary Space:**O(n1\*n2\*n3).

**Constraints:**  
1<=n1, n2, n3<=20

## Solution:

This problem is simply an extension of [LCS](https://www.geeksforgeeks.org/dynamic-programming-set-4-longest-common-subsequence/)  
Let the input sequences be X[0..m-1], Y[0..n-1] and Z[0..o-1] of lengths m, n and o respectively. And let L(X[0..m-1], Y[0..n-1], Z[0..o-1]) be the lengths of LCS of the three sequences X, Y and Z. Following is the implementation:

The idea is to take a 3D array to store the

length of common subsequence in all 3 given

sequences i. e., L[m + 1][n + 1][o + 1]

1- If any of the string is empty then there

is no common subsequence at all then

L[i][j][k] = 0

2- If the characters of all sequences match

(or X[i] == Y[j] ==Z[k]) then

L[i][j][k] = 1 + L[i-1][j-1][k-1]

3- If the characters of both sequences do

not match (or X[i] != Y[j] || X[i] != Z[k]

|| Y[j] !=Z[k]) then

L[i][j][k] = max(L[i-1][j][k],

L[i][j-1][k],

L[i][j][k-1])

Below is implementation of above idea.

// C++ program to find LCS of three strings

#include<bits/stdc++.h>

using namespace std;

/\* Returns length of LCS for X[0..m-1], Y[0..n-1]

and Z[0..o-1] \*/

int lcsOf3( string X, string Y, string Z, int m,

int n, int o)

{

int L[m+1][n+1][o+1];

/\* Following steps build L[m+1][n+1][o+1] in

bottom up fashion. Note that L[i][j][k]

contains length of LCS of X[0..i-1] and

Y[0..j-1] and Z[0.....k-1]\*/

for (int i=0; i<=m; i++)

{

for (int j=0; j<=n; j++)

{

for (int k=0; k<=o; k++)

{

if (i == 0 || j == 0||k==0)

L[i][j][k] = 0;

else if (X[i-1] == Y[j-1] && X[i-1]==Z[k-1])

L[i][j][k] = L[i-1][j-1][k-1] + 1;

else

L[i][j][k] = max(max(L[i-1][j][k],

L[i][j-1][k]),

L[i][j][k-1]);

}

}

}

/\* L[m][n][o] contains length of LCS for

X[0..n-1] and Y[0..m-1] and Z[0..o-1]\*/

return L[m][n][o];

}

/\* Driver program to test above function \*/

int main()

{

string X = "AGGT12";

string Y = "12TXAYB";

string Z = "12XBA";

int m = X.length();

int n = Y.length();

int o = Z.length();

cout << "Length of LCS is " << lcsOf3(X, Y,

Z, m, n, o);

return 0;

}

**Output:** 

Length of LCS is 2

**Another approach:**(Using recursion)

// C++ program to find LCS of three strings

#include<bits/stdc++.h>

using namespace std;

string X = "AGGT12";

string Y = "12TXAYB";

string Z = "12XBA";

int dp[100][100][100];

/\* Returns length of LCS for X[0..m-1], Y[0..n-1]

and Z[0..o-1] \*/

int lcsOf3(int i, int j,int k)

{

if(i==-1||j==-1||k==-1)

return 0;

if(dp[i][j][k]!=-1)

return dp[i][j][k];

if(X[i]==Y[j] && Y[j]==Z[k])

return dp[i][j][k] = 1+lcsOf3(i-1,j-1,k-1);

else

return dp[i][j][k] = max(max(lcsOf3(i-1,j,k),

lcsOf3(i,j-1,k)),lcsOf3(i,j,k-1));

}

// Driver code

int main()

{

memset(dp, -1,sizeof(dp));

int m = X.length();

int n = Y.length();

int o = Z.length();

cout << "Length of LCS is " << lcsOf3(m-1,n-1,o-1);

}

**Output:** 

Length of LCS is 2

# 397. Maximum Sum Increasing Subsequence

Given an array of n positive integers. Find the sum of the maximum sum subsequence of the given array such that the integers in the subsequence are sorted in increasing order i.e. increasing subsequence.

**Example 1:**

**Input**: N = 5, arr[] = {1, 101, 2, 3, 100}

**Output:** 106

**Explanation**:The maximum sum of a

increasing sequence is obtained from

{1, 2, 3, 100}

**Example 2:**

**Input**: N = 3, arr[] = {1, 2, 3}

**Output:** 6

**Explanation**:The maximum sum of a

increasing sequence is obtained from

{1, 2, 3}

**Your Task:**  
You don't need to read input or print anything. Complete the function **maxSumIS()**which takes **N**and array **arr**as input parameters and returns the maximum value.

**Expected Time Complexity:** O(**N2**)  
**Expected Auxiliary Space:** O(**N**)

**Constraints:**  
1 ≤ N ≤ 103  
1 ≤ arr[i] ≤ 105

## Solution:

**Solution**   
This problem is a variation of standard [Longest Increasing Subsequence (LIS) problem](https://www.geeksforgeeks.org/longest-increasing-subsequence-dp-3/). We need a slight change in the Dynamic Programming solution of [LIS problem](https://www.geeksforgeeks.org/longest-increasing-subsequence-dp-3/). All we need to change is to use sum as a criteria instead of length of increasing subsequence.

Following are the Dynamic Programming solution to the problem :

int maxSumIS(int arr[], int n)

{

// Your code goes here

int dp[n];

memset(dp, 0, sizeof(dp));

dp[0] = arr[0];

int res = arr[0];

for(int i=1;i<n;i++){

dp[i] = arr[i];

for(int j=0;j<i;j++){

if(arr[j]<arr[i]){

dp[i] = max(dp[i], dp[j]+arr[i]);

}

}

res = max(res, dp[i]);

}

return res;

}

Time Complexity: O(n^2)

Space Complexity O(n)

# 398. Count all subsequences having product less than K

Given a positive array, find the number of [subsequences](https://www.geeksforgeeks.org/subarraysubstring-vs-subsequence-and-programs-to-generate-them/) having product smaller than K.  
**Examples:** 

Input : [1, 2, 3, 4]

k = 10

Output :11

The subsequences are {1}, {2}, {3}, {4},

{1, 2}, {1, 3}, {1, 4}, {2, 3}, {2, 4},

{1, 2, 3}, {1, 2, 4}

Input : [4, 8, 7, 2]

k = 50

Output : 9

## Solution:

This problem can be solved using dynamic programming where dp[i][j] = number of subsequences having product less than i using first j terms of the array. Which can be obtained by : number of subsequences using first j-1 terms + number of subsequences that can be formed using j-th term.

// CPP program to find number of subarrays having

// product less than k.

#include <bits/stdc++.h>

using namespace std;

// Function to count numbers of such subsequences

// having product less than k.

int productSubSeqCount(vector<int> &arr, int k)

{

int n = arr.size();

int dp[k + 1][n + 1];

memset(dp, 0, sizeof(dp));

for (int i = 1; i <= k; i++) {

for (int j = 1; j <= n; j++) {

// number of subsequence using j-1 terms

dp[i][j] = dp[i][j - 1];

// if arr[j-1] > i it will surely make product greater

// thus it won't contribute then

if (arr[j - 1] <= i)

// number of subsequence using 1 to j-1 terms

// and j-th term

dp[i][j] += dp[i/arr[j-1]][j-1] + 1;

}

}

return dp[k][n];

}

// Driver code

int main()

{

vector<int> A;

A.push\_back(1);

A.push\_back(2);

A.push\_back(3);

A.push\_back(4);

int k = 10;

cout << productSubSeqCount(A, k) << endl;

}

**Output:** 

11

# 399. Longest subsequence such that difference between adjacent is one

Given an array A[] of size N, find the longest subsequence such that difference between adjacent elements is one.

**Example 1:**

**Input:** N = 7

A[] = {10, 9, 4, 5, 4, 8, 6}

**Output:** 3

**Explaination:** The three possible subsequences

{10, 9, 8} , {4, 5, 4} and {4, 5, 6}.

**Example 2:**

**Input:** N = 5

A[] = {1, 2, 3, 4, 5}

**Output:** 5

**Explaination:** All the elements can be

included in the subsequence.

**Your Task:**  
You do not need to read input. Your task is to complete the function **longestSubseq()** which takes N and A[] as input parameters and returns the length of the longest such subsequence.

**Expected Time Complexity:** O(N2)  
**Expected Auxiliary Space:** O(N)

**Constraints:**  
1 ≤ N ≤ 103  
1 ≤ A[i] ≤ 103

## Solution:

This problem is based upon the concept of [Longest Increasing Subsequence Problem](https://www.geeksforgeeks.org/dynamic-programming-set-3-longest-increasing-subsequence/).

Let arr[0..n-1] be the input array and

dp[i] be the length of the longest subsequence (with

differences one) ending at index i such that arr[i]

is the last element of the subsequence.

Then, dp[i] can be recursively written as:

dp[i] = 1 + max(dp[j]) where 0 < j < i and

[arr[j] = arr[i] -1 or arr[j] = arr[i] + 1]

dp[i] = 1, if no such j exists.

To find the result for a given array, we need

to return max(dp[i]) where 0 < i < n.

Following is a Dynamic Programming based implementation. It follows the recursive structure discussed above.

// C++ program to find the longest subsequence such

// the difference between adjacent elements of the

// subsequence is one.

#include <bits/stdc++.h>

using namespace std;

// Function to find the length of longest subsequence

int longestSubseqWithDiffOne(int arr[], int n)

{

// Initialize the dp[] array with 1 as a

// single element will be of 1 length

int dp[n];

for (int i = 0; i < n; i++)

dp[i] = 1;

// Start traversing the given array

for (int i = 1; i < n; i++) {

// Compare with all the previous elements

for (int j = 0; j < i; j++) {

// If the element is consecutive then

// consider this subsequence and update

// dp[i] if required.

if ((arr[i] == arr[j] + 1) || (arr[i] == arr[j] - 1))

dp[i] = max(dp[i], dp[j] + 1);

}

}

// Longest length will be the maximum value

// of dp array.

int result = 1;

for (int i = 0; i < n; i++)

if (result < dp[i])

result = dp[i];

return result;

}

// Driver code

int main()

{

// Longest subsequence with one difference is

// {1, 2, 3, 4, 3, 2}

int arr[] = { 1, 2, 3, 4, 5, 3, 2 };

int n = sizeof(arr) / sizeof(arr[0]);

cout << longestSubseqWithDiffOne(arr, n);

return 0;

}

**Output:**

6

**Time Complexity:**O(n2)   
**Auxiliary Space:**O(n)

**Efficient Approach**

int longestSubsequence(int N, int A[])

{

// code here

if(N==1)

return 1;

unordered\_map<int,int> mapp;

int res = 1;

for(int i=0;i<N;i++){

if(mapp.count(A[i]+1) >0 || mapp.count(A[i]-1)>0){

mapp[A[i]]=1+max(mapp[A[i]+1],mapp[A[i]-1]);

}

else

mapp[A[i]]=1;

res = max(res, mapp[A[i]]);

}

return res;

}

**Time Complexity:**O(n)   
**Auxiliary Space:**O(n)

# 400. Maximum subsequence sum such that no three are consecutive

Given a sequence of positive numbers, find the maximum sum that can be formed which has no three consecutive elements present.  
**Examples :**

**Input:** arr[] = {1, 2, 3}

**Output:** 5

We can't take three of them, so answer is

2 + 3 = 5

**Input:** arr[] = {3000, 2000, 1000, 3, 10}

**Output:** 5013

3000 + 2000 + 3 + 10 = 5013

**Input:** arr[] = {100, 1000, 100, 1000, 1}

**Output:** 2101

100 + 1000 + 1000 + 1 = 2101

**Input:** arr[] = {1, 1, 1, 1, 1}

**Output:** 4

**Input:** arr[] = {1, 2, 3, 4, 5, 6, 7, 8}

**Output:** 27

## Solution:

This problem is mainly an extension of below problem.  
[Maximum sum such that no two elements are adjacent](https://www.geeksforgeeks.org/maximum-sum-such-that-no-two-elements-are-adjacent/)  
We maintain an auxiliary array sum[] (of same size as input array) to find the result.

sum[i] : Stores result for subarray arr[0..i], i.e.,

maximum possible sum in subarray arr[0..i]

such that no three elements are consecutive.

sum[0] = arr[0]

// Note : All elements are positive

sum[1] = arr[0] + arr[1]

// We have three cases

// 1) Exclude arr[2], i.e., sum[2] = sum[1]

// 2) Exclude arr[1], i.e., sum[2] = sum[0] + arr[2]

// 3) Exclude arr[0], i.e., sum[2] = arr[1] + arr[2]

sum[2] = max(sum[1], arr[0] + arr[2], arr[1] + arr[2])

In general,

// We have three cases

// 1) Exclude arr[i], i.e., sum[i] = sum[i-1]

// 2) Exclude arr[i-1], i.e., sum[i] = sum[i-2] + arr[i]

// 3) Exclude arr[i-2], i.e., sum[i-3] + arr[i] + arr[i-1]

sum[i] = max(sum[i-1], sum[i-2] + arr[i],

sum[i-3] + arr[i] + arr[i-1])

Below is implementation of above idea.

// C++ program to find the maximum sum such that

// no three are consecutive

#include <bits/stdc++.h>

using namespace std;

// Returns maximum subsequence sum such that no three

// elements are consecutive

int maxSumWO3Consec(int arr[], int n)

{

// Stores result for subarray arr[0..i], i.e.,

// maximum possible sum in subarray arr[0..i]

// such that no three elements are consecutive.

int sum[n];

// Base cases (process first three elements)

if (n >= 1)

sum[0] = arr[0];

if (n >= 2)

sum[1] = arr[0] + arr[1];

if (n > 2)

sum[2] = max(sum[1], max(arr[1] +

arr[2], arr[0] + arr[2]));

// Process rest of the elements

// We have three cases

// 1) Exclude arr[i], i.e., sum[i] = sum[i-1]

// 2) Exclude arr[i-1], i.e., sum[i] = sum[i-2] + arr[i]

// 3) Exclude arr[i-2], i.e., sum[i-3] + arr[i] + arr[i-1]

for (int i = 3; i < n; i++)

sum[i] = max(max(sum[i - 1], sum[i - 2] + arr[i]),

arr[i] + arr[i - 1] + sum[i - 3]);

return sum[n - 1];

}

// Driver code

int main()

{

int arr[] = { 100, 1000 };

int n = sizeof(arr) / sizeof(arr[0]);

cout << maxSumWO3Consec(arr, n);

return 0;

}

**Output:**

2101

**Time Complexity:** O(n)   
**Auxiliary Space:** O(n)

**Another approach:** (Using recursion)

// C++ program to find the maximum sum such that

// no three are consecutive using recursion.

#include<bits/stdc++.h>

using namespace std;

int arr[] = {100, 1000, 100, 1000, 1};

int sum[10000];

// Returns maximum subsequence sum such that no three

// elements are consecutive

int maxSumWO3Consec(int n)

{

if(sum[n]!=-1)

return sum[n];

//Base cases (process first three elements)

if(n==0)

return sum[n] = 0;

if(n==1)

return sum[n] = arr[0];

if(n==2)

return sum[n] = arr[1]+arr[0];

// Process rest of the elements

// We have three cases

return sum[n] = max(max(maxSumWO3Consec(n-1),

maxSumWO3Consec(n-2) + arr[n]),

arr[n] + arr[n-1] + maxSumWO3Consec(n-3));

}

// Driver code

int main()

{

int n = sizeof(arr) / sizeof(arr[0]);

memset(sum,-1,sizeof(sum));

cout << maxSumWO3Consec(n);

// this code is contributed by Kushdeep Mittal

return 0;

}

**Output:**

2101

**Time Complexity:** O(n)   
**Auxiliary Space:** O(n)

# 401. Egg Dropping Problem

You are given **N** identical eggs and you have access to a **K**-floored building from **1** to **K**.

There exists a floor **f** where **0** <= **f** <= **K**such that any egg dropped at a floor higher than **f** will break, and any egg dropped **at or below**floor **f**will **not break**. There are few rules given below.

* An egg that survives a fall can be used again.
* A broken egg must be discarded.
* The effect of a fall is the same for all eggs.
* If the egg doesn't break at a certain floor, it will not break at any floor below.
* If the eggs breaks at a certain floor, it will break at any floor above.

Return the minimum number of moves that you need to determine with certainty what the value of **f** is.

For more description on this problem see [wiki page](http://en.wikipedia.org/wiki/Dynamic_programming#Egg_dropping_puzzle)

**Example 1:**

**Input:**

**N** = 1**, K** = 2

**Output:** 2

**Explanation:**

1. Drop the egg from floor 1. If it

  breaks, we know that f = 0.

2. Otherwise, drop the egg from floor 2.

  If it breaks, we know that f = 1.

3. If it does not break, then we know f = 2.

4. Hence, we need at minimum 2 moves to

  determine with certainty what the value of f is.

**Example 2:**

**Input:**

N = 2, K = 10

**Output:** 4

**Your Task:**  
Complete the function **eggDrop()** which takes two positive integer N and K as input parameters and returns the minimum number of attempts you need in order to find the critical floor.

**Expected Time Complexity** : O(N\*(K^2))  
**Expected Auxiliary Space**: O(N\*K)

**Constraints:**  
1<=N<=200  
1<=K<=200

## Solution:

**Method 1:** Recursion.   
In this post, we will discuss a solution to a general problem with ‘n’ eggs and ‘k’ floors. The solution is to try dropping an egg from every floor(from 1 to k) and recursively calculate the minimum number of droppings needed in the worst case. The floor which gives the minimum value in the worst case is going to be part of the solution.   
In the following solutions, we return the minimum number of trials in the worst case; these solutions can be easily modified to print floor numbers of every trial also.  
Meaning of a worst-case scenario: Worst case scenario gives the user the surety of the threshold floor. For example- If we have ‘1’ egg and ‘k’ floors, we will start dropping the egg from the first floor till the egg breaks suppose on the ‘kth’ floor so the number of tries to give us surety is ‘k’.   
**1) Optimal Substructure:**   
When we drop an egg from a floor x, there can be two cases (1) The egg breaks (2) The egg doesn’t break. 

1. If the egg breaks after dropping from ‘xth’ floor, then we only need to check for floors lower than ‘x’ with remaining eggs as some floor should exist lower than ‘x’ in which egg would not break; so the problem reduces to x-1 floors and n-1 eggs.
2. If the egg doesn’t break after dropping from the ‘xth’ floor, then we only need to check for floors higher than ‘x’; so the problem reduces to ‘k-x’ floors and n eggs.

Since we need to minimize the number of trials in *worst*case, we take the maximum of two cases. We consider the max of above two cases for every floor and choose the floor which yields minimum number of trials. 

*k ==> Number of floors   
n ==> Number of Eggs   
eggDrop(n, k) ==> Minimum number of trials needed to find the critical   
floor in worst case.  
eggDrop(n, k) = 1 + min{max(eggDrop(n – 1, x – 1), eggDrop(n, k – x)), where x is in {1, 2, …, k}}****Concept of worst case:*** *For example :   
Let there be ‘2’ eggs and ‘2’ floors then-:  
If we try throwing from ‘1st’ floor:   
Number of tries in worst case= 1+max(0, 1)   
0=>If the egg breaks from first floor then it is threshold floor (best case possibility).   
1=>If the egg does not break from first floor we will now have ‘2’ eggs and 1 floor to test which will give answer as   
‘1’.(worst case possibility)   
We take the worst case possibility in account, so 1+max(0, 1)=2  
If we try throwing from ‘2nd’ floor:   
Number of tries in worst case= 1+max(1, 0)   
1=>If the egg breaks from second floor then we will have 1 egg and 1 floor to find threshold floor.(Worst Case)   
0=>If egg does not break from second floor then it is threshold floor.(Best Case)   
We take worst case possibility for surety, so 1+max(1, 0)=2.  
The final answer is min(1st, 2nd, 3rd….., kth floor)   
So answer here is ‘2’.*

Below is the implementation of the above approach: 

#include <bits/stdc++.h>

using namespace std;

// A utility function to get

// maximum of two integers

int max(int a, int b)

{

return (a > b) ? a : b;

}

// Function to get minimum

// number of trials needed in worst

// case with n eggs and k floors

int eggDrop(int n, int k)

{

// If there are no floors,

// then no trials needed.

// OR if there is one floor,

// one trial needed.

if (k == 1 || k == 0)

return k;

// We need k trials for one

// egg and k floors

if (n == 1)

return k;

int min = INT\_MAX, x, res;

// Consider all droppings from

// 1st floor to kth floor and

// return the minimum of these

// values plus 1.

for (x = 1; x <= k; x++) {

res = max(

eggDrop(n - 1, x - 1),

eggDrop(n, k - x));

if (res < min)

min = res;

}

return min + 1;

}

// Driver program to test

// to printDups

int main()

{

int n = 2, k = 10;

cout << "Minimum number of trials "

"in worst case with "

<< n << " eggs and " << k

<< " floors is "

<< eggDrop(n, k) << endl;

return 0;

}

**Output**

Minimum number of trials in worst case with 2 eggs and 10 floors is 4

It should be noted that the above function computes the same subproblems again and again. See the following partial recursion tree, E(2, 2) is being evaluated twice. There will many repeated subproblems when you draw the complete recursion tree even for small values of n and k. 

E(2, 4)

|

-------------------------------------

| | | |

| | | |

x=1/ x=2/ x=3/ x=4/

/ / .... ....

/ /

E(1, 0) E(2, 3) E(1, 1) E(2, 2)

/ /... /

x=1/ .....

/

E(1, 0) E(2, 2)

/

......

Partial recursion tree for 2 eggs and 4 floors.

**Complexity Analysis:** 

* **Time Complexity:** As there is a case of overlapping sub-problems the time complexity is exponential.
* **Auxiliary Space :**O(1). As there was no use of any data structure for storing values.

Since same subproblems are called again, this problem has Overlapping Subproblems property. So Egg Dropping Puzzle has both properties (see [this](https://www.geeksforgeeks.org/overlapping-subproblems-property-in-dynamic-programming-dp-1/)and [this](https://www.geeksforgeeks.org/optimal-substructure-property-in-dynamic-programming-dp-2/)) of a dynamic programming problem. Like other typical [Dynamic Programming(DP) problems](https://www.geeksforgeeks.org/archives/tag/dynamic-programming), recomputations of same subproblems can be avoided by constructing a temporary array eggFloor[][] in bottom up manner.  
**Method 2:** Dynamic Programming.  
In this approach, we work on the same idea as described above **neglecting the case of calculating the answers to sub-problems again and again.**. The approach will be to make a table which will store the results of sub-problems so that to solve a sub-problem, it would only require a look-up from the table which will take **constant time**, which earlier took **exponential time**.  
Formally for filling DP[i][j] state where ‘i’ is the number of eggs and ‘j’ is the number of floors: 

* We have to traverse for each floor ‘x’ from ‘1’ to ‘j’ and find minimum of:

(1 + max( DP[i-1][j-1], DP[i][j-x] )).

This simulation will make things clear: 

*i => Number of eggs   
j => Number of floors   
Look up find maximum   
Lets fill the table for the following case:   
Floors = ‘4’   
Eggs = ‘2’  
1 2 3 4  
1 2 3 4 => 1   
1 2 2 3 => 2   
For ‘egg-1’ each case is the base case so the   
number of attempts is equal to floor number.  
For ‘egg-2’ it will take ‘1’ attempt for 1st   
floor which is base case.  
For floor-2 =>   
Taking 1st floor 1 + max(0, DP[1][1])   
Taking 2nd floor 1 + max(DP[1][1], 0)   
DP[2][2] = min(1 + max(0, DP[1][1]), 1 + max(DP[1][1], 0))  
For floor-3 =>   
Taking 1st floor 1 + max(0, DP[2][2])   
Taking 2nd floor 1 + max(DP[1][1], DP[2][1])   
Taking 3rd floor 1 + max(0, DP[2][2])   
DP[2][3]= min(‘all three floors’) = 2  
For floor-4 =>   
Taking 1st floor 1 + max(0, DP[2][3])   
Taking 2nd floor 1 + max(DP[1][1], DP[2][2])   
Taking 3rd floor 1 + max(DP[1][2], DP[2][1])   
Taking 4th floor 1 + max(0, DP[2][3])   
DP[2][4]= min(‘all four floors’) = 3*

// A Dynamic Programming based for

// the Egg Dropping Puzzle

#include <bits/stdc++.h>

using namespace std;

// A utility function to get

// maximum of two integers

int max(int a, int b)

{

return (a > b) ? a : b;

}

/\* Function to get minimum

number of trials needed in worst

case with n eggs and k floors \*/

int eggDrop(int n, int k)

{

/\* A 2D table where entry

eggFloor[i][j] will represent

minimum number of trials needed for

i eggs and j floors. \*/

int eggFloor[n + 1][k + 1];

int res;

int i, j, x;

// We need one trial for one floor and 0

// trials for 0 floors

for (i = 1; i <= n; i++) {

eggFloor[i][1] = 1;

eggFloor[i][0] = 0;

}

// We always need j trials for one egg

// and j floors.

for (j = 1; j <= k; j++)

eggFloor[1][j] = j;

// Fill rest of the entries in table using

// optimal substructure property

for (i = 2; i <= n; i++) {

for (j = 2; j <= k; j++) {

eggFloor[i][j] = INT\_MAX;

for (x = 1; x <= j; x++) {

res = 1 + max(

eggFloor[i - 1][x - 1],

eggFloor[i][j - x]);

if (res < eggFloor[i][j])

eggFloor[i][j] = res;

}

}

}

// eggFloor[n][k] holds the result

return eggFloor[n][k];

}

/\* Driver program to test to printDups\*/

int main()

{

int n = 2, k = 36;

cout << "\nMinimum number of trials "

"in worst case with " << n<< " eggs and "<< k<<

" floors is "<< eggDrop(n, k);

return 0;

}

**Output**

Minimum number of trials in worst case with 2 eggs and 36 floors is 8

**Complexity Analysis:** 

* **Time Complexity:** O(n\*k^2).   
  Where ‘n’ is the number of eggs and ‘k’ is the number of floors, as we use a nested for loop ‘k^2’ times for each egg
* **Auxiliary Space:** O(n\*k).   
  As a 2-D array of size ‘n\*k’ is used for storing elements.

**Method 3:** Dynamic Programming using memoization.

#include <bits/stdc++.h>

using namespace std;

#define MAX 1000

vector<vector<int>> memo(MAX, vector<int> (MAX, -1));

int solveEggDrop(int n, int k) {

if(memo[n][k] != -1) { return memo[n][k];}

if (k == 1 || k == 0)

return k;

if (n == 1)

return k;

int min = INT\_MAX, x, res;

for (x = 1; x <= k; x++) {

res = max(

solveEggDrop(n - 1, x - 1),

solveEggDrop(n, k - x));

if (res < min)

min = res;

}

memo[n][k] = min+1;

return min + 1;

}

int main() {

int n = 2, k = 36;

cout<<solveEggDrop(n, k);

return 0;

}

**Output**

8

# 402. Maximum Length Chain of Pairs

You are given N pairs of numbers. In every pair, the first number is always smaller than the second number. A pair (c, d) can follow another pair (a, b) if b < c. Chain of pairs can be formed in this fashion. You have to find the longest chain which can be formed from the given set of pairs. 

**Example 1:**

**Input:**

N = 5

P[] = {5  24 , 39 60 , 15 28 , 27 40 , 50 90}

**Output:** 3

**Explanation**: The given pairs are { {5, 24}, {39, 60},

{15, 28}, {27, 40}, {50, 90} },the longest chain that

can be formed is of length 3, and the chain is

{{5, 24}, {27, 40}, {50, 90}}

â€‹**Example 2:**

**Input**:

N = 2

P[] = {5 10 , 1 11}

**Output:** 1

**Explanation**:The max length chain possible is only of

length one.

**Your Task:**  
You don't need to read input or print anything. Your task is to Complete the function **maxChainLen()** which takes a structure p[] denoting the pairs and n as the number of pairs and returns the length of the longest chain formed.

**Expected Time Complexity**: O(N\*N)  
**Expected Auxiliary Space**: O(N)  
  
**Constraints:**  
1<=N<=100

## Solution:

This problem is a variation of standard [Longest Increasing Subsequence](https://www.geeksforgeeks.org/longest-increasing-subsequence-dp-3/) problem. Following is a simple two step process.   
1) Sort given pairs in increasing order of first (or smaller) element. Why do not need sorting? Consider the example {{6, 8}, {3, 4}} to understand the need of sorting. If we proceed to second step without sorting, we get output as 1. But the correct output is 2.   
2) Now run a modified LIS process where we compare the second element of already finalized LIS with the first element of new LIS being constructed.   
The following code is a slight modification of method 2 of [this post](https://www.geeksforgeeks.org/longest-increasing-subsequence-dp-3/).

// CPP program for above approach

#include <bits/stdc++.h>

using namespace std;

// Structure for a Pair

class Pair

{

public:

int a;

int b;

};

// This function assumes that arr[]

// is sorted in increasing order

// according the first

// (or smaller) values in Pairs.

int maxChainLength( Pair arr[], int n)

{

int i, j, max = 0;

int \*mcl = new int[sizeof( int ) \* n ];

/\* Initialize MCL (max chain length)

values for all indexes \*/

for ( i = 0; i < n; i++ )

mcl[i] = 1;

/\* Compute optimized chain

length values in bottom up manner \*/

for ( i = 1; i < n; i++ )

for ( j = 0; j < i; j++ )

if ( arr[i].a > arr[j].b &&

mcl[i] < mcl[j] + 1)

mcl[i] = mcl[j] + 1;

// mcl[i] now stores the maximum

// chain length ending with Pair i

/\* Pick maximum of all MCL values \*/

for ( i = 0; i < n; i++ )

if ( max < mcl[i] )

max = mcl[i];

/\* Free memory to avoid memory leak \*/

return max;

}

/\* Driver code \*/

int main()

{

Pair arr[] = { {5, 24}, {15, 25},

{27, 40}, {50, 60} };

int n = sizeof(arr)/sizeof(arr[0]);

cout << "Length of maximum size chain is "

<< maxChainLength( arr, n );

return 0;

}

**Output**

Length of maximum size chain is 3

**Time Complexity:** O(n^2) where n is the number of pairs.

The given problem is also a variation of [**Activity Selection problem**](https://www.geeksforgeeks.org/activity-selection-problem-greedy-algo-1/)and can be solved in (nLogn) time. To solve it as a activity selection problem, consider the first element of a pair as start time in activity selection problem, and the second element of pair as end time.

**Another approach( Top-down Dynamic programming):**  
Now we will explore the way of solving this problem using the top-down approach of dynamic programming ***(***recursion + memorization).   
Since we are going to solve the above problem using top down method our first step is to figure out the recurrence relation. The best and the easiest way to get the recurrence relation is to think about the choices that we have at each state or position.   
If we look at the above problem carefully, we find two choices to be present at each position/index. The two choices are:   
***Choice 1:*** To select the element at the particular position and explore the rest, *(or)*   
***Choice 2:*** To leave the element at that position and explore the rest.   
Please note here that we can select the element at a particular position only if first element at that position is greater than the second element that we have previously chosen (this is a constraint given in the question). Hence, in the recursion we maintain a variable which would tell us the previous element that we picked.   
Also, we have to maximize our answer. Hence, we have to find out the maximum resulting option by exploring the above two choices at each position.   
The resulting recurrence relation would be:

**T(n) = max( maxlenchain(p,n,p[pos].second,0)+1,maxlenchain(p,n,prev\_choosen\_ele,pos+1) )**   
Please note the function signature is as follows:   
int cal(struct val p[],int n,int prev\_choosen\_ele,int pos);

Nevertheless, we should not forget our base condition in recursion. If not, our code would enjoy a vacation by just executing forever and not stopping at all.   
So, our base condition for this problem is quite simple. If we reach the end of our exploration, we just return 0, as no more chains would be possible.

**if(pos >= n) return 0;**

To avoid the repetitive task, we do the dynamic programming magic (It is a magic to reduce your time complexity). We store the position and previous element in a map. If we ever happened to come to the same position with the same previous element we do not recompute again. We just return the answer from the map.  
Below is the implementation of the above approach:

// CPP program for above approach

#include <bits/stdc++.h>

using namespace std;

// Structure val

struct val

{

int first;

int second;

};

map<pair<int, int>, int> m;

// Memoisation function

int findMaxChainLen(struct val p[], int n,

int prev, int pos)

{

// Check if pair { pos, prev } exists

// in m

if (m.find({ pos, prev }) != m.end())

{

return m[{ pos, prev }];

}

// Check if pos is >=n

if (pos >= n)

return 0;

// Check if p[pos].first is

// less than prev

if (p[pos].first <= prev)

{

return findMaxChainLen(p, n, prev,

pos + 1);

}

else

{

int ans = max(findMaxChainLen(p, n,

p[pos].second, 0) + 1,

findMaxChainLen(p, n,

prev, pos + 1));

m[{ pos, prev }] = ans;

return ans;

}

}

// Function to calculate maximum

// chain length

int maxChainLen(struct val p[], int n)

{

m.clear();

// Call memoisation function

int ans = findMaxChainLen(p, n, 0, 0);

return ans;

}

// Driver Code

int main()

{

int n = 5;

val p[n];

p[0].first = 5;

p[0].second = 24;

p[1].first = 39;

p[1].second = 60;

p[2].first = 15;

p[2].second = 28;

p[3].first = 27;

p[3].second = 40;

p[4].first = 50;

p[4].second = 90;

// Function Call

cout << maxChainLen(p, n) << endl;

return 0;

}

**Output**

3

# 403. Maximum size square sub-matrix with all 1s

Given a binary matrix **mat** of size **n** \* **m**, find out the maximum size square sub-matrix with all 1s.

**Example 1:**

**Input:** n = 2, m = 2

mat = {{1, 1},

  {1, 1}}

**Output:** 2

**Explaination:** The maximum size of the square

sub-matrix is 2. The matrix itself is the

maximum sized sub-matrix in this case.

**Example 2:**

**Input:** n = 2, m = 2

mat = {{0, 0},

  {0, 0}}

**Output:** 0

**Explaination:** There is no 1 in the matrix.

**Your Task:**  
You do not need to read input or print anything. Your task is to complete the function **maxSquare()** which takes n, m and mat as input parameters and returns the size of the maximum square sub-matrix of given matrix.

**Expected Time Complexity:** O(n\*m)  
**Expected Auxiliary Space:** O(n\*m)

**Constraints:**  
1 ≤ n, m ≤ 50  
0 ≤ mat[i][j] ≤ 1

## Solution:

Algorithm:   
Let the given binary matrix be M[R][C]. The idea of the algorithm is to construct an auxiliary size matrix S[][] in which each entry S[i][j] represents the size of the square sub-matrix with all 1s including M[i][j] where M[i][j] is the rightmost and bottom-most entry in sub-matrix.

1) Construct a sum matrix S[R][C] for the given M[R][C].

a) Copy first row and first columns as it is from M[][] to S[][]

b) For other entries, use following expressions to construct S[][]

If M[i][j] is 1 then

S[i][j] = min(S[i][j-1], S[i-1][j], S[i-1][j-1]) + 1

Else /\*If M[i][j] is 0\*/

S[i][j] = 0

2) Find the maximum entry in S[R][C]

3) Using the value and coordinates of maximum entry in S[i], print

sub-matrix of M[][]

For the given M[R][C] in the above example, constructed S[R][C] would be:

0 1 1 0 1

1 1 0 1 0

0 1 1 1 0

1 1 2 2 0

1 2 2 3 1

0 0 0 0 0

The value of the maximum entry in the above matrix is 3 and the coordinates of the entry are (4, 3). Using the maximum value and its coordinates, we can find out the required sub-matrix.

// C++ code for Maximum size square

// sub-matrix with all 1s

#include <bits/stdc++.h>

#define bool int

#define R 6

#define C 5

using namespace std;

void printMaxSubSquare(bool M[R][C])

{

int i,j;

int S[R][C];

int max\_of\_s, max\_i, max\_j;

/\* Set first column of S[][]\*/

for(i = 0; i < R; i++)

S[i][0] = M[i][0];

/\* Set first row of S[][]\*/

for(j = 0; j < C; j++)

S[0][j] = M[0][j];

/\* Construct other entries of S[][]\*/

for(i = 1; i < R; i++)

{

for(j = 1; j < C; j++)

{

if(M[i][j] == 1)

S[i][j] = min({S[i][j-1], S[i-1][j],

S[i-1][j-1]}) + 1; //better of using min in case of arguments more than 2

else

S[i][j] = 0;

}

}

/\* Find the maximum entry, and indexes of maximum entry

in S[][] \*/

max\_of\_s = S[0][0]; max\_i = 0; max\_j = 0;

for(i = 0; i < R; i++)

{

for(j = 0; j < C; j++)

{

if(max\_of\_s < S[i][j])

{

max\_of\_s = S[i][j];

max\_i = i;

max\_j = j;

}

}

}

cout<<"Maximum size sub-matrix is: \n";

for(i = max\_i; i > max\_i - max\_of\_s; i--)

{

for(j = max\_j; j > max\_j - max\_of\_s; j--)

{

cout << M[i][j] << " ";

}

cout << "\n";

}

}

/\* Driver code \*/

int main()

{

bool M[R][C] = {{0, 1, 1, 0, 1},

{1, 1, 0, 1, 0},

{0, 1, 1, 1, 0},

{1, 1, 1, 1, 0},

{1, 1, 1, 1, 1},

{0, 0, 0, 0, 0}};

printMaxSubSquare(M);

}

**Output:**

Maximum size sub-matrix is:

1 1 1

1 1 1

1 1 1

**Time Complexity:** O(m\*n) where m is the number of rows and n is the number of columns in the given matrix.   
**Auxiliary Space:** O(m\*n) where m is the number of rows and n is the number of columns in the given matrix.   
Algorithmic Paradigm: Dynamic Programming

**Space Optimized Solution:**In order to compute an entry at any position in the matrix we only need the current row and the previous row.

// C++ code for Maximum size square

// sub-matrix with all 1s

// (space optimized solution)

#include <bits/stdc++.h>

using namespace std;

#define R 6

#define C 5

void printMaxSubSquare(bool M[R][C])

{

int S[2][C], Max = 0;

// set all elements of S to 0 first

memset(S, 0, sizeof(S));

// Construct the entries

for (int i = 0; i < R;i++)

for (int j = 0; j < C;j++){

// Compute the entrie at the current position

int Entrie = M[i][j];

if(Entrie)

if(j)

Entrie = 1 + min(S[1][j - 1], min(S[0][j - 1], S[1][j]));

// Save the last entrie and add the new one

S[0][j] = S[1][j];

S[1][j] = Entrie;

// Keep track of the max square length

Max = max(Max, Entrie);

}

// Print the square

cout << "Maximum size sub-matrix is: \n";

for (int i = 0; i < Max; i++, cout << '\n')

for (int j = 0; j < Max;j++)

cout << "1 ";

}

// Driver code

int main ()

{

bool M[R][C] = {{0, 1, 1, 0, 1},

{1, 1, 0, 1, 0},

{0, 1, 1, 1, 0},

{1, 1, 1, 1, 0},

{1, 1, 1, 1, 1},

{0, 0, 0, 0, 0}};

printMaxSubSquare(M);

return 0;

// This code is contributed

// by Gatea David

}

**Output**

Maximum size sub-matrix is:

1 1 1

1 1 1

1 1 1

**Time Complexity**: O(m\*n) where m is the number of rows and n is the number of columns in the given matrix. **Auxiliary space:** O(n) where n is the number of columns in the given matrix.

# 404. Maximum sum of pairs with specific difference

Given an array of integers, **arr[]** and a number, **K**.You can pair two numbers of the array if the difference between them is strictly less than **K**. The task is to find the maximum possible sum of such disjoint pairs (i.e., each element of the array can be used at most once). The Sum of **P** pairs is the sum of all **2P** elements of pairs.

**Example 1:**

**Input :**

arr[] = {3, 5, 10, 15, 17, 12, 9}

K = 4

**Output :**

62

**Explanation :**

Then disjoint pairs with difference less

than K are, (3, 5), (10, 12), (15, 17)

max sum which we can get is

3 + 5 + 10 + 12 + 15 + 17 = 62

Note that an alternate way to form

disjoint pairs is,(3, 5), (9, 12), (15, 17)

but this pairing produces less sum.

**Example 2:**

**Input :**

arr[] = {5, 15, 10, 300}

K = 12

**Output :**

25

**Your Task:**  
You don't need to read, input, or print anything. Your task is to complete the function **maxSumPairWithDifferenceLessThanK()** which takes the array **arr[]**, its size **N,**and an integer **K**as inputs and returns the maximum possible sum of disjoint pairs.

**Expected Time Complexity:** O(N. log(N))  
**Expected Auxiliary Space:**O(N)

**Constraints:**  
1 ≤ N ≤ 105  
0 ≤ K ≤ 105  
1 ≤ arr[i] ≤ 104

## Solution:

**Approach:**  
First, we sort the given array in increasing order. Once array is sorted, we traverse the array. For every element, we try to pair it with its previous element first. Why do we prefer previous element? Let arr[i] can be paired with arr[i-1] and arr[i-2] (i.e. arr[i] – arr[i-1] < K and arr[i]-arr[i-2] < K). Since the array is sorted, value of arr[i-1] would be more than arr[i-2]. Also, we need to pair with difference less than k, it means if arr[i-2] can be paired, then arr[i-1] can also be paired in a sorted array.   
Now observing the above facts, we can formulate our dynamic programming solution as below,   
Let dp[i] denotes the maximum disjoint pair sum we can achieve using first i elements of the array. Assume currently, we are at i’th position, then there are two possibilities for us.

Pair up i with (i-1)th element, i.e.

dp[i] = dp[i-2] + arr[i] + arr[i-1]

Don't pair up, i.e.

dp[i] = dp[i-1]

Above iteration takes O(N) time and sorting of array will take O(N log N) time so total time complexity of the solution will be O(N log N)

// C++ program to find maximum pair sum whose

// difference is less than K

#include <bits/stdc++.h>

using namespace std;

// method to return maximum sum we can get by

// finding less than K difference pair

int maxSumPairWithDifferenceLessThanK(int arr[], int N, int K)

{

// Sort input array in ascending order.

sort(arr, arr+N);

// dp[i] denotes the maximum disjoint pair sum

// we can achieve using first i elements

int dp[N];

// if no element then dp value will be 0

dp[0] = 0;

for (int i = 1; i < N; i++)

{

// first give previous value to dp[i] i.e.

// no pairing with (i-1)th element

dp[i] = dp[i-1];

// if current and previous element can form a pair

if (arr[i] - arr[i-1] < K)

{

// update dp[i] by choosing maximum between

// pairing and not pairing

if (i >= 2)

dp[i] = max(dp[i], dp[i-2] + arr[i] + arr[i-1]);

else

dp[i] = max(dp[i], arr[i] + arr[i-1]);

}

}

// last index will have the result

return dp[N - 1];

}

// Driver code to test above methods

int main()

{

int arr[] = {3, 5, 10, 15, 17, 12, 9};

int N = sizeof(arr)/sizeof(int);

int K = 4;

cout << maxSumPairWithDifferenceLessThanK(arr, N, K);

return 0;

}

**Output**

62

***Time complexity:****O(N Log N)*  
***Auxiliary Space:****O(N)*

An optimised solution is given below,

// C++ program to find maximum pair sum whose

// difference is less than K

#include <bits/stdc++.h>

using namespace std;

// Method to return maximum sum we can get by

// finding less than K difference pairs

int maxSumPair(int arr[], int N, int k)

{

int maxSum = 0;

// Sort elements to ensure every i and i-1 is closest

// possible pair

sort(arr, arr + N);

// To get maximum possible sum,

// iterate from largest to

// smallest, giving larger

// numbers priority over smaller

// numbers.

for (int i = N - 1; i > 0; --i)

{

// Case I: Diff of arr[i] and arr[i-1]

// is less then K,add to maxSum

// Case II: Diff between arr[i] and arr[i-1] is not

// less then K, move to next i since with

// sorting we know, arr[i]-arr[i-1] <

// rr[i]-arr[i-2] and so on.

if (arr[i] - arr[i - 1] < k)

{

// Assuming only positive numbers.

maxSum += arr[i];

maxSum += arr[i - 1];

// When a match is found skip this pair

--i;

}

}

return maxSum;

}

// Driver code

int main()

{

int arr[] = { 3, 5, 10, 15, 17, 12, 9 };

int N = sizeof(arr) / sizeof(int);

int K = 4;

cout << maxSumPair(arr, N, K);

return 0;

}

**Output**

62

***Time complexity:****O(N Log N)*  
***Auxiliary Space:****O(1)*

# 405. Min Cost Path Problem

Given a NxN matrix of positive integers. There are only three possible moves from a cell **Matrix[r][c]**.

1. Matrix [r+1] [c]
2. Matrix [r+1] [c-1]
3. Matrix [r+1] [c+1]

Starting from any column in row 0 return the largest sum of any of the paths up to row N-1.  
  
**Example 1:**

**Input:** N = 2

Matrix = {{348, 391},

{618, 193}}

**Output:** 1009

**Explaination:** The best path is 391 -> 618.

It gives the sum = 1009.

**Example 2:**

**Input:** N = 2

Matrix = {{2, 2},

{2, 2}}

**Output:** 4

**Explaination:** No matter which path is

chosen, the output is 4.

**Your Task:**  
You do not need to read input or print anything. Your task is to complete the function **maximumPath()**which takes the size N and the Matrix as input parameters and returns the highest maximum path sum.

**Expected Time Complexity:** O(N\*N)  
**Expected Auxiliary Space:** O(N\*N)

**Constraints:**  
1 ≤ N ≤ 500  
1 ≤ Matrix[i][j] ≤ 1000

## Solution:

int maximumPath(int N, vector<vector<int>> Matrix)

{

// code here

int dp[2][N];

memset(dp, 0, sizeof(dp));

for(int i=0;i<N;i++){

dp[(N-1)%2][i] = Matrix[N-1][i];

}

for(int i=N-2;i>=0;i--){

for(int j=0;j<N;j++){

dp[i%2][j] = Matrix[i][j] + dp[1-(i%2)][j];

if(j!=0)

dp[i%2][j] = max(dp[i%2][j], Matrix[i][j] + dp[1-(i%2)][j-1]);

if(j<N-1)

dp[i%2][j] = max(dp[i%2][j], Matrix[i][j] + dp[1-(i%2)][j+1]);

}

}

int res = 0;

for(int i=0;i<N;i++){

res = max(res, dp[0][i]);

}

return res;

}

# 406. [Maximum difference of zeros and ones in binary string](https://practice.geeksforgeeks.org/problems/maximum-difference-of-zeros-and-ones-in-binary-string4111/1)

Given a binary string **S** consisting of 0s and 1s. The task is to find the **maximum difference** of the number of **0s** and the number of **1s** (number of 0s – number of 1s) in the substrings of a string.

**Note:** In the case of all 1s, the answer will be -1.

**Example 1:**

**Input** : S = "11000010001"

**Output** : 6

**Explanatio:** From index 2 to index 9,

there are 7 0s and 1 1s, so number

of 0s - number of 1s is 6.

**Example 2:**

**Input:** S = "111111"

**Output:** -1

**Explanation:** S contains 1s only

**Your task:**  
You do not need to read any input or print anything. The task is to complete the function **maxSubstring()**, which takes a string as input and returns an integer.

**Expected Time Complexity:** O(|S|)  
**Expected Auxiliary Space:** O(|S|)

**Constraints:**  
1 ≤ |S| ≤ 105  
S contains 0s and 1s only

## Solution:

In the post we seen an efficient method that work in O(n) time and in O(1) extra space. Idea behind that if we convert all zeros into 1 and all ones into -1.now our problem reduces to find out the maximum sum sub\_array Using [Kadane’s Algorithm](https://www.geeksforgeeks.org/largest-sum-contiguous-subarray/).

Input : S = "11000010001"

After converting '0' into 1 and

'1' into -1 our **S** Look Like

S = -1 -1 1 1 1 1 -1 1 1 1 -1

Now we have to find out Maximum Sum sub\_array

that is : 6 is that case

Output : 6

Below is the implementation of above idea.

// CPP Program to find the length of

// substring with maximum difference of

// zeros and ones in binary string.

#include <iostream>

using namespace std;

// Returns the length of substring with

// maximum difference of zeroes and ones

// in binary string

int findLength(string str, int n)

{

int current\_sum = 0;

int max\_sum = 0;

// traverse a binary string from left

// to right

for (int i = 0; i < n; i++) {

// add current value to the current\_sum

// according to the Character

// if it's '0' add 1 else -1

current\_sum += (str[i] == '0' ? 1 : -1);

if (current\_sum < 0)

current\_sum = 0;

// update maximum sum

max\_sum = max(current\_sum, max\_sum);

}

// return -1 if string does not contain

// any zero that means all ones

// otherwise max\_sum

return max\_sum == 0 ? -1 : max\_sum;

}

// Driven Program

int main()

{

string s = "11000010001";

int n = 11;

cout << findLength(s, n) << endl;

return 0;

}

**Output:**

6

**Time Complexity :** O(n)   
**Space complexity :** O(1)

# 407. Minimum number of jumps to reach end

## Same as ques 10 of array.

# 408. Minimum cost to fill given weight in a bag

Given an array **cost[]** of positive integers of size **N** and an integer **W**, cost[i] represents the cost of **‘i’** kg packet of oranges, the task is to find the minimum cost to buy **W** kgs of oranges. If it is not possible to buy exactly **W** kg oranges then the output will be -1

**Note:**  
1. cost[i] = -1 means that ‘i’ kg packet of orange is unavailable  
2. It may be assumed that there is infinite supply of all available packet types.

**Example 1:**

**Input**: N = 5, arr[] = {20, 10, 4, 50, 100}

W = 5

**Output:** 14

**Explanation**: choose two oranges to minimize

cost. First orange of 2Kg and cost 10.

Second orange of 3Kg and cost 4.

**Example 2:**

**Input**: N = 5, arr[] = {-1, -1, 4, 3, -1}

W = 5

**Output:** -1

**Explanation**: It is not possible to buy 5

kgs of oranges

**Your Task:**  
You don't need to read input or print anything. Complete the function **minimumCost()**which takes **N, W,**and array **cost**as input parameters and returns the minimum value.  
  
**Expected Time Complexity:** O(**N\*W**)  
**Expected Auxiliary Space:** O(**N\*W**)  
  
**Constraints:**  
1 ≤ N, W ≤ 2\*102  
-1 ≤ cost[i] ≤ 105  
cost[i] ≠ 0

## Solution:

int minimumCost(int cost[], int N, int W)

{

// Your code goes here

int dp[W];

memset(dp, 0, sizeof(dp));

for(int i=1;i<=W;i++){

int t = INT\_MAX;

for(int j=1;j<=(i)/2;j++){

if(dp[j-1]!=-1 && dp[i-j-1]!=-1)

t = min(t, dp[j-1]+dp[i-j-1]);

}

if(i<=N && cost[i-1]!=-1)

t = min(t, cost[i-1]);

if(t==INT\_MAX)

t = -1;

dp[i-1] = t;

}

return dp[W-1];

}

# 409. Minimum removals from array to make max – min <= K

Given N integers and K, find the minimum number of elements that should be removed, such that Amax-Amin<=K. After the removal of elements, Amax and Amin is considered among the remaining elements.

**Examples:**

Input : a[] = {1, 3, 4, 9, 10, 11, 12, 17, 20}

k = 4

Output : 5

Explanation: Remove 1, 3, 4 from beginning

and 17, 20 from the end.

Input : a[] = {1, 5, 6, 2, 8} K=2

Output : 3

Explanation: There are multiple ways to

remove elements in this case.

One among them is to remove 5, 6, 8.

The other is to remove 1, 2, 5

## Solution:

**Approach:** Sort the given elements. Using the greedy approach, the best way is to remove the minimum element or the maximum element and then check if**Amax-Amin <= K**. There are various combinations of removals that have to be considered. We write a recurrence relation to try every possible combination. There will be two possible ways of removal, either we remove the minimum or we remove the maximum. **Let(i…j) be the index of elements left after removal of elements**. Initially, we start with i=0 and j=n-1 and the number of elements removed is 0 at the beginning. **We only remove an element if a[j]-a[i]>k,**the two possible ways of removal are **(i+1…j) or (i…j-1)**. The minimum of the two is considered.   
Let DPi, j be the number of elements that need to be removed so that after removal a[j]-a[i]<=k.

**Recurrence relation for sorted array:**

**DPi, j = 1+ (min(countRemovals(i+1, j), countRemovals(i, j-1))**

Below is the implementation of the above idea:

// CPP program to find minimum removals

// to make max-min <= K

#include <bits/stdc++.h>

using namespace std;

#define MAX 100

int dp[MAX][MAX];

// function to check all possible combinations

// of removal and return the minimum one

int countRemovals(int a[], int i, int j, int k)

{

// base case when all elements are removed

if (i >= j)

return 0;

// if condition is satisfied, no more

// removals are required

else if ((a[j] - a[i]) <= k)

return 0;

// if the state has already been visited

else if (dp[i][j] != -1)

return dp[i][j];

// when Amax-Amin>d

else if ((a[j] - a[i]) > k) {

// minimum is taken of the removal

// of minimum element or removal

// of the maximum element

dp[i][j] = 1 + min(countRemovals(a, i + 1, j, k),

countRemovals(a, i, j - 1, k));

}

return dp[i][j];

}

// To sort the array and return the answer

int removals(int a[], int n, int k)

{

// sort the array

sort(a, a + n);

// fill all stated with -1

// when only one element

memset(dp, -1, sizeof(dp));

if (n == 1)

return 0;

else

return countRemovals(a, 0, n - 1, k);

}

// Driver Code

int main()

{

int a[] = { 1, 3, 4, 9, 10, 11, 12, 17, 20 };

int n = sizeof(a) / sizeof(a[0]);

int k = 4;

cout << removals(a, n, k);

return 0;

}

**Output**

5

**Time Complexity :**O(n2)   
**Auxiliary Space:**O(n2)

The solution could be further optimized. The idea is to sort the array in increasing order and traverse through all the elements (let’s say index i) and find the maximum element on its right (index j) such that arr[j] – arr[i] <= k. Thus, the number of elements to be removed becomes n-(j-i+1). The minimum number of elements can be found by taking the minimum of n-(j-i-1) overall i. The value of index j can be found through a binary search between start = i+1 and end = n-1;

// C++ program for the above approach

#include <bits/stdc++.h>

using namespace std;

// Function to find

// rightmost index

// which satisfies the condition

// arr[j] - arr[i] <= k

int findInd(int key, int i,

int n, int k, int arr[])

{

int start, end, mid, ind = -1;

// Initialising start to i + 1

start = i + 1;

// Initialising end to n - 1

end = n - 1;

// Binary search implementation

// to find the rightmost element

// that satisfy the condition

while (start < end)

{

mid = start + (end - start) / 2;

// Check if the condition satisfies

if (arr[mid] - key <= k)

{

// Store the position

ind = mid;

// Make start = mid + 1

start = mid + 1;

}

else

{

// Make end = mid

end = mid;

}

}

// Return the rightmost position

return ind;

}

// Function to calculate

// minimum number of elements

// to be removed

int removals(int arr[], int n, int k)

{

int i, j, ans = n - 1;

// Sort the given array

sort(arr, arr + n);

// Iterate from 0 to n-1

for (i = 0; i < n; i++)

{

// Find j such that

// arr[j] - arr[i] <= k

j = findInd(arr[i], i, n, k, arr);

// If there exist such j

// that satisfies the condition

if (j != -1)

{

// Number of elements

// to be removed for this

// particular case is

// (j - i + 1)

ans = min(ans, n - (j - i + 1));

}

}

// Return answer

return ans;

}

// Driver Code

int main()

{

int a[] = {1, 3, 4, 9, 10,

11, 12, 17, 20};

int n = sizeof(a) / sizeof(a[0]);

int k = 4;

cout << removals(a, n, k);

return 0;

}

**Output**

5

**Time Complexity :**O(nlogn)

**Auxiliary Space:** O(n)

**Approach:**

1. The solution could be further optimized. The idea is to sort the array in increasing order and traverse through all the elements (let’s say index j) and find the minimum element on its left (index i) such that arr[j] – arr[i] <= k and store it in dp[j].
2. Thus, the number of elements to be removed becomes n-(j-i+1). The minimum number of elements can be found by taking the minimum of n-(j-i-1) overall j. The value of index i can be found through its previous dp array element value.

Below is the implementation of the approach:

// C++ program for the above approach

#include<bits/stdc++.h>

using namespace std;

// To sort the array and return the answer

int removals(int arr[], int n, int k)

{

// sort the array

sort(arr, arr + n);

int dp[n];

// fill all stated with -1

// when only one element

for(int i = 0; i < n; i++)

dp[i] = -1;

// as dp[0] = 0 (base case) so min

// no of elements to be removed are

// n-1 elements

int ans = n - 1;

dp[0] = 0;

for (int i = 1; i < n; i++)

{

dp[i] = i;

int j = dp[i - 1];

while (j != i && arr[i] - arr[j] > k)

{

j++;

}

dp[i] = min(dp[i], j);

ans = min(ans, (n - (i - j + 1)));

}

return ans;

}

// Driver code

int main()

{

int a[] = { 1, 3, 4, 9, 10, 11, 12, 17, 20 };

int n = sizeof(a) / sizeof(a[0]);

int k = 4;

cout<<removals(a, n, k);

return 0;

}

**Output**

5

**Time Complexity**: O(nlog n). As outer loop is going to make n iterations. And the inner loop iterates at max n times for all outer iterations. Because we start value of j from dp[i-1] and loops it until it reaches i and then for the next element we again start from the previous dp[i] value. So the total time complexity is O(n) if we don’t consider the complexity of the sorting as it is not considered in the above solution as well.

**Auxiliary Space**: O(n)

**Space Optimised Approach**

The solution could be further optimized. It can be done in **Auxiliary Space: O(1).**The idea is to first sort the array in ascending order. The keep 2 pointers, say **i**and **j,**where j iterates from index 1 to index n-1 and keeps track of ending subarray with the difference in max and min less than k, and i keeps the track of starting index of the subarray. If we find that a[j] – a[i[ <=k (means the i to j subarray is valid) we update the length from i to j in a variable to track of max length so far. Else, we update the starting index i with i+1.

At first it seems that subarrays from i to j are ignored, but obviously their lengths are less than i to j subarray, so we don’t care about them.

// C++ program for the above approach

#include<bits/stdc++.h>

using namespace std;

int removal(int a[], int n, int k)

{

// Sort the Array; Time complexity:O(nlogn)

sort(a, a + n);

// to store the max length of

// array with difference <= k

int maxLen = INT\_MIN;

int i = 0;

// J goes from 1 to n-1 in n-2 iterations

// Thus time complexity of below loop is O(n)

for (int j = i + 1; j < n && i < n; j++) {

// if the subarray from i to j index is valid

// the store it's length

if (a[j] - a[i] <= k) {

maxLen = max(maxLen, j - i + 1);

}

// if subarray difference exceeds k

// change starting position, i.e. i

else {

i++;

}

}

// no. of elements need to be removed is

// Length of array - max subarray with diff <= k

int removed = n - maxLen;

return removed;

}

//Driver Code

int main()

{

int a[] = { 1, 3, 4, 9, 10, 11, 12, 17, 20 };

int n = sizeof(a) / sizeof(a[0]);

int k = 4;

cout << removal(a, n, k);

return 0;

}

**Time Complexity: O(nlogn)**For sorting the array, we require O(nlogn) time, and no extra space. And for calculating we only traverse the loop once, thus it has O(n) time complexity. So, overall time complexity is O(nlogn).

**Auxiliary Space: O(1)**

# 410. Longest Common Substring

Given two strings. The task is to find the length of the longest common substring.

**Example 1:**

**Input:** S1 = "ABCDGH", S2 = "ACDGHR"

**Output:** 4

**Explanation**: The longest common substring

is "CDGH" which has length 4.

**Example 2:**

**Input**: S1 = "ABC", S2 "ACB"

**Output:** 1

**Explanation**: The longest common substrings

are "A", "B", "C" all having length 1.

**Your Task:**  
You don't need to read input or print anything. Your task is to complete the function **longestCommonSubstr()**which takes the string S1, string S2 and their length n and m as inputs and returns the length of the longest common substring in S1 and S2.

**Expected Time Complexity:**O(n\*m).  
**Expected Auxiliary Space:**O(n\*m).

**Constraints:**  
1<=n, m<=1000

## Solution:

**Approach:**  
Let m and n be the lengths of the first and second strings respectively.

A **simple solution** is to one by one consider all substrings of the first string and for every substring check if it is a substring in the second string. Keep track of the maximum length substring. There will be O(m^2) substrings and we can find whether a string is substring on another string in O(n) time (See [this](https://www.geeksforgeeks.org/searching-for-patterns-set-2-kmp-algorithm/)). So overall time complexity of this method would be O(n \* m2)

**Dynamic Programming**can be used to find the longest common substring in O(m\*n) time. The idea is to find the length of the longest common suffix for all substrings of both strings and store these lengths in a table.

*The longest common suffix has following optimal substructure property.   
If last characters match, then we reduce both lengths by 1   
LCSuff(X, Y, m, n) = LCSuff(X, Y, m-1, n-1) + 1 if X[m-1] = Y[n-1]   
If last characters do not match, then result is 0, i.e.,   
LCSuff(X, Y, m, n) = 0 if (X[m-1] != Y[n-1])  
Now we consider suffixes of different substrings ending at different indexes.   
The maximum length Longest Common Suffix is the longest common substring.   
LCSubStr(X, Y, m, n) = Max(LCSuff(X, Y, i, j)) where 1 <= i <= m and 1 <= j <= n*

Following is the iterative implementation of the above solution.

/\* Dynamic Programming solution to

find length of the

longest common substring \*/

#include <iostream>

#include <string.h>

using namespace std;

/\* Returns length of longest

common substring of X[0..m-1]

and Y[0..n-1] \*/

int LCSubStr(char\* X, char\* Y, int m, int n)

{

// Create a table to store

// lengths of longest

// common suffixes of substrings.

// Note that LCSuff[i][j] contains

// length of longest common suffix

// of X[0..i-1] and Y[0..j-1].

int LCSuff[m + 1][n + 1];

int result = 0; // To store length of the

// longest common substring

/\* Following steps build LCSuff[m+1][n+1] in

bottom up fashion. \*/

for (int i = 0; i <= m; i++)

{

for (int j = 0; j <= n; j++)

{

// The first row and first column

// entries have no logical meaning,

// they are used only for simplicity

// of program

if (i == 0 || j == 0)

LCSuff[i][j] = 0;

else if (X[i - 1] == Y[j - 1]) {

LCSuff[i][j] = LCSuff[i - 1][j - 1] + 1;

result = max(result, LCSuff[i][j]);

}

else

LCSuff[i][j] = 0;

}

}

return result;

}

// Driver code

int main()

{

char X[] = "OldSite:GeeksforGeeks.org";

char Y[] = "NewSite:GeeksQuiz.com";

int m = strlen(X);

int n = strlen(Y);

cout << "Length of Longest Common Substring is "

<< LCSubStr(X, Y, m, n);

return 0;

}

**Output**

Length of Longest Common Substring is 10

**Time Complexity:** O(m\*n)   
**Auxiliary Space:** O(m\*n)

**Another approach:**(Space optimized approach).  
In the above approach, we are only using the last row of the 2-D array only, hence we can optimize the space by using   
a 2-D array of dimension 2\*(min(n,m)).

Below is the implementation of the above approach:

// C++ implementation of the above approach

#include <bits/stdc++.h>

using namespace std;

// Function to find the length of the

// longest LCS

int LCSubStr(string s, string t, int n, int m)

{

// Create DP table

int dp[2][m + 1];

int res = 0;

for (int i = 1; i <= n; i++) {

for (int j = 1; j <= m; j++) {

if (s[i - 1] == t[j - 1]) {

dp[i % 2][j] = dp[(i - 1) % 2][j - 1] + 1;

if (dp[i % 2][j] > res)

res = dp[i % 2][j];

}

else

dp[i % 2][j] = 0;

}

}

return res;

}

// Driver Code

int main()

{

string X = "OldSite:GeeksforGeeks.org";

string Y = "NewSite:GeeksQuiz.com";

int m = X.length();

int n = Y.length();

cout << LCSubStr(X, Y, m, n);

return 0;

cout << "GFG!";

return 0;

}

**Output**

10

**Time Complexity:** O(n\*m)  
**Auxiliary Space:**O(min(m,n))

# 411. Count number of ways to reach a given score in a game

Consider a game where a player can score **3** or **5** or **10** points in a move. Given a total score **n**, find number of distinct combinations to reach the given score.

**Example:**

**Input**

3

8

20

13

**Output**

1

4

2

**Explanation**

For 1st example when n = 8

{ 3, 5 } and {5, 3} are the

two possible permutations but

these represent the same

cobmination. Hence output is 1.

**Your Task:**  
You don't need to read input or print anything. Your task is to complete the function **count( )** which takes **N as** input parameter and returns the answer to the problem.

**Constraints:**  
1 ≤ **T** ≤ 100  
1 ≤ **n** ≤ 1000

## Solution:

This problem is a variation of [coin change problem](https://www.geeksforgeeks.org/dynamic-programming-set-7-coin-change/) and can be solved in O(n) time and O(n) auxiliary space.  
The idea is to create a table of size n+1 to store counts of all scores from 0 to n. For every possible move (3, 5 and 10), increment values in table.

// A C++ program to count number of

// possible ways to a given score

// can be reached in a game where a

// move can earn 3 or 5 or 10

#include <iostream>

using namespace std;

// Returns number of ways

// to reach score n

int count(int n)

{

// table[i] will store count

// of solutions for value i.

int table[n + 1], i;

// Initialize all table

// values as 0

for(int j = 0; j < n + 1; j++)

table[j] = 0;

// Base case (If given value is 0)

table[0] = 1;

// One by one consider given 3 moves

// and update the table[] values after

// the index greater than or equal to

// the value of the picked move

for (i = 3; i <= n; i++)

table[i] += table[i - 3];

for (i = 5; i <= n; i++)

table[i] += table[i - 5];

for (i = 10; i <= n; i++)

table[i] += table[i - 10];

return table[n];

}

// Driver Code

int main(void)

{

int n = 20;

cout << "Count for " << n

<< " is " << count(n) << endl;

n = 13;

cout <<"Count for "<< n<< " is "

<< count(n) << endl;

return 0;

}

**Output:**

Count for 20 is 4

Count for 13 is 2

# 412. Count Balanced Binary Trees of Height h

Given a height h, count the maximum number of balanced binary trees possible with height h. Print the result modulo **109 + 7**.  
**Note :**A balanced binary tree is one in which for every node, the difference between heights of left and right subtree is not more than 1.  
  
**Example 1:**

**Input**: h = 2

**Output:** 3

**Explanation**: The maximum number of balanced

binary trees possible with height 2 is 3.

**Example 2:**

**Input:** h = 3

**Output:**15

**Explanation**: The maximum number of balanced

binary trees possible with height 3 is 15.

**Your Task:**  
You dont need to read input or print anything. Complete the function **countBT()**which takes h as input parameter and returns the maximum number of balanced binary trees possible with height h.   
  
**Expected Time Complexity:** O(h)  
**Expected Auxiliary Space:** O(h)  
  
**Constraints:**  
1<= n <=103

## Solution:

Following are the balanced binary trees of height 3. 
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Height of tree, h = 1 + max(left height, right height)  
Since the difference between the heights of left and right subtree is not more than one, possible heights of left and right part can be one of the following: 

1. (h-1), (h-2)
2. (h-2), (h-1)
3. (h-1), (h-1)

count(h) = count(h-1) \* count(h-2) +

count(h-2) \* count(h-1) +

count(h-1) \* count(h-1)

= 2 \* count(h-1) \* count(h-2) +

count(h-1) \* count(h-1)

= count(h-1) \* (2\*count(h - 2) +

count(h - 1))

Hence we can see that the problem has optimal substructure property.  
A **recursive function** to count no of balanced binary trees of height h is: 

int countBT(int h)

{

// One tree is possible with height 0 or 1

if (h == 0 || h == 1)

return 1;

return countBT(h-1) \* (2 \*countBT(h-2) +

countBT(h-1));

}

The time complexity of this recursive approach will be exponential. The recursion tree for the problem with h = 3 looks like : 
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As we can see, sub-problems are solved repeatedly. Therefore we store the results as we compute them.   
An efficient dynamic programming approach will be as follows :   
Below is the implementation of above approach:

// C++ program to count number of balanced

// binary trees of height h.

#include <bits/stdc++.h>

#define mod 1000000007

using namespace std;

long long int countBT(int h) {

long long int dp[h + 1];

//base cases

dp[0] = dp[1] = 1;

for(int i = 2; i <= h; i++) {

dp[i] = (dp[i - 1] \* ((2 \* dp [i - 2])%mod + dp[i - 1])%mod) % mod;

}

return dp[h];

}

// Driver program

int main()

{

int h = 3;

cout << "No. of balanced binary trees"

" of height h is: "

<< countBT(h) << endl;

}

**Output**

No. of balanced binary trees of height h is: 15

**Time Complexity : O(n)**

**Space Complexity : O(n)**

**Memory efficient Dynamic Programming approach :**

If we observe carefully, in the previous approach to calculate dp[i] we are using dp[i-1] and dp[i-2] only and dp[0] to dp[i-3] are no longer required. Hence we can replace dp[i],dp[i-1] and dp[i-2] with dp2, dp1 and dp0 respectively.

// C++ program to count number of balanced

// binary trees of height h.

#include <bits/stdc++.h>

using namespace std;

long long int countBT(int h) {

if(h<2){

return 1;

}

const int BIG\_PRIME = 1000000007;

long long int dp0 = 1, dp1 = 1,dp2;

for(int i = 2; i <= h; i++) {

dp2 = (dp1 \* ((2 \* dp0)%BIG\_PRIME + dp1)%BIG\_PRIME) % BIG\_PRIME;

// update dp1 and dp0

dp0 = dp1;

dp1 = dp2;

// Don't commit following simple mistake

// dp1 = dp0;

// dp0 = dp1;

}

return dp2;

}

// Driver program

int main()

{

int h = 3;

cout << "No. of balanced binary trees"

" of height h is: "

<< countBT(h) << endl;

}

**Output**

No. of balanced binary trees of height h is: 15

**Time Complexity : O(n)**

**Space Complexity : O(1)**

# 413. LargestSum Contiguous Subarray [V>V>V>V IMP ]

## Same as ques 13 of array.

# 414. Smallest sum contiguous subarray

Given an array containing **n** integers. The problem is to find the sum of the elements of the contiguous subarray having the smallest(minimum) sum.  
Examples: 

Input : arr[] = {3, -4, 2, -3, -1, 7, -5}

Output : -6

Subarray is **{-4, 2, -3, -1}** = -6

Input : arr = {2, 6, 8, 1, 4}

Output : 1

## Solution:

**Naive Approach:** Consider all the contiguous subarrays of different sizes and find their sum. The subarray having the smallest(minimum) sum is the required answer.  
**Efficient Approach:** It is a variation to the problem of finding the [largest sum contiguous subarray](https://www.geeksforgeeks.org/largest-sum-contiguous-subarray/) based on the idea of Kadane’s algorithm.   
**Algorithm:** 

**smallestSumSubarr(arr, n)**

Initialize **min\_ending\_here** = INT\_MAX

Initialize **min\_so\_far** = INT\_MAX

for **i** = 0 to n-1

if min\_ending\_here > 0

min\_ending\_here = arr[i]

else

min\_ending\_here += arr[i]

min\_so\_far = min(min\_so\_far, min\_ending\_here)

return min\_so\_far

// C++ implementation to find the smallest sum

// contiguous subarray

#include <bits/stdc++.h>

using namespace std;

// function to find the smallest sum contiguous subarray

int smallestSumSubarr(int arr[], int n)

{

// to store the minimum value that is ending

// up to the current index

int min\_ending\_here = INT\_MAX;

// to store the minimum value encountered so far

int min\_so\_far = INT\_MAX;

// traverse the array elements

for (int i=0; i<n; i++)

{

// if min\_ending\_here > 0, then it could not possibly

// contribute to the minimum sum further

if (min\_ending\_here > 0)

min\_ending\_here = arr[i];

// else add the value arr[i] to min\_ending\_here

else

min\_ending\_here += arr[i];

// update min\_so\_far

min\_so\_far = min(min\_so\_far, min\_ending\_here);

}

// required smallest sum contiguous subarray value

return min\_so\_far;

}

// Driver program to test above

int main()

{

int arr[] = {3, -4, 2, -3, -1, 7, -5};

int n = sizeof(arr) / sizeof(arr[0]);

cout << "Smallest sum: "

<< smallestSumSubarr(arr, n);

return 0;

}

**Output:**

Smallest sum: -6

Time Complexity: O(n)

# 415. [Unbounded Knapsack (Repetition of items allowed)](https://practice.geeksforgeeks.org/problems/knapsack-with-duplicate-items4201/1)

Given a set of **N** items, each with a weight and a value, represented by the array **w[]** and **val[]** respectively. Also, a knapsack with weight limit **W**.  
The task is to fill the knapsack in such a way that we can get the maximum profit. Return the maximum profit.  
Note: Each item can be taken any number of times.

**Example 1:**

**Input:** N = 2, W = 3

val[] = {1, 1}

wt[] = {2, 1}

**Output:** 3

**Explanation:**

1.Pick the 2nd element thrice.

2.Total profit = 1 + 1 + 1 = 3. Also the total

 weight = 1 + 1 + 1 = 3 which is <= W.

**Example 2:**

**Input:** N = 4, W = 8

val[] = {1, 4, 5, 7}

wt[] = {1, 3, 4, 5}

**Output:** 11

**Explanation:** The optimal choice is to

pick the 2nd and 4th element.

**Your Task:**  
You do not need to read input or print anything. Your task is to complete the function **knapSack()** which takes the values N, W and the arrays val[] and wt[] as input parameters and returns the maximum possible value.

**Expected Time Complexity:** O(N\*W)  
**Expected Auxiliary Space:**O(W)

**Constraints:**  
1 ≤ N, W ≤ 1000  
1 ≤ val[i], wt[i] ≤ 100

## Solution:

Its an unbounded knapsack problem as we can use 1 or more instances of any resource. A simple 1D array, say dp[W+1] can be used such that dp[i] stores the maximum value which can achieved using all items and i capacity of knapsack. Note that we use 1D array here which is different from classical knapsack where we used 2D array. Here number of items never changes. We always have all items available.  
We can recursively compute dp[] using below formula

dp[i] = 0

dp[i] = max(dp[i], dp[i-wt[j]] + val[j]

where j varies from 0

to n-1 such that:

wt[j] <= i

result = d[W]

Below is the implementation of above idea.

// C++ program to find maximum achievable value

// with a knapsack of weight W and multiple

// instances allowed.

#include<bits/stdc++.h>

using namespace std;

// Returns the maximum value with knapsack of

// W capacity

int unboundedKnapsack(int W, int n,

int val[], int wt[])

{

// dp[i] is going to store maximum value

// with knapsack capacity i.

int dp[W+1];

memset(dp, 0, sizeof dp);

// Fill dp[] using above recursive formula

for (int i=0; i<=W; i++)

for (int j=0; j<n; j++)

if (wt[j] <= i)

dp[i] = max(dp[i], dp[i-wt[j]] + val[j]);

return dp[W];

}

// Driver program

int main()

{

int W = 100;

int val[] = {10, 30, 20};

int wt[] = {5, 10, 15};

int n = sizeof(val)/sizeof(val[0]);

cout << unboundedKnapsack(W, n, val, wt);

return 0;

}

**Output:**

300

# 416. Word Break Problem

## Same as ques 63 of string.

# 417. Largest Independent Set Problem

Given a Binary Tree, find size of the **L**argest **I**ndependent **S**et(LIS) in it. A subset of all tree nodes is an independent set if there is no edge between any two nodes of the subset.

For example, consider the following binary tree. The largest independent set(LIS) is {10, 40, 60, 70, 80} and size of the LIS is 5.
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## Solution:

A Dynamic Programming solution solves a given problem using solutions of subproblems in bottom up manner. Can the given problem be solved using solutions to subproblems? If yes, then what are the subproblems? Can we find largest independent set size (LISS) for a node X if we know LISS for all descendants of X? If a node is considered as part of LIS, then its children cannot be part of LIS, but its grandchildren can be. Following is optimal substructure property.

**1) Optimal Substructure:**   
Let LISS(X) indicates size of largest independent set of a tree with root X.

LISS(X) = MAX { (1 + sum of LISS for all grandchildren of X),

(sum of LISS for all children of X) }

The idea is simple, there are two possibilities for every node X, either X is a member of the set or not a member. If X is a member, then the value of LISS(X) is 1 plus LISS of all grandchildren. If X is not a member, then the value is sum of LISS of all children.

**2) Overlapping Subproblems**   
Following is recursive implementation that simply follows the recursive structure mentioned above.

// A naive recursive implementation of

// Largest Independent Set problem

#include <bits/stdc++.h>

using namespace std;

// A utility function to find

// max of two integers

int max(int x, int y)

{

return (x > y) ? x : y;

}

/\* A binary tree node has data,

pointer to left child and a

pointer to right child \*/

class node

{

public:

int data;

node \*left, \*right;

};

// The function returns size of the

// largest independent set in a given

// binary tree

int LISS(node \*root)

{

if (root == NULL)

return 0;

// Calculate size excluding the current node

int size\_excl = LISS(root->left) +

LISS(root->right);

// Calculate size including the current node

int size\_incl = 1;

if (root->left)

size\_incl += LISS(root->left->left) +

LISS(root->left->right);

if (root->right)

size\_incl += LISS(root->right->left) +

LISS(root->right->right);

// Return the maximum of two sizes

return max(size\_incl, size\_excl);

}

// A utility function to create a node

node\* newNode( int data )

{

node\* temp = new node();

temp->data = data;

temp->left = temp->right = NULL;

return temp;

}

// Driver Code

int main()

{

// Let us construct the tree

// given in the above diagram

node \*root = newNode(20);

root->left = newNode(8);

root->left->left = newNode(4);

root->left->right = newNode(12);

root->left->right->left = newNode(10);

root->left->right->right = newNode(14);

root->right = newNode(22);

root->right->right = newNode(25);

cout << "Size of the Largest"

<< " Independent Set is "

<< LISS(root);

return 0;

}

**Output:**

Size of the Largest Independent Set is 5

Time complexity of the above naive recursive approach is exponential. It should be noted that the above function computes the same subproblems again and again. For example, LISS of node with value 50 is evaluated for node with values 10 and 20 as 50 is grandchild of 10 and child of 20.

Since same subproblems are called again, this problem has Overlapping Subproblems property. So LISS problem has both properties (see [this](https://www.geeksforgeeks.org/overlapping-subproblems-property-in-dynamic-programming-dp-1/)and [this](https://www.geeksforgeeks.org/optimal-substructure-property-in-dynamic-programming-dp-2/)) of a dynamic programming problem. Like other typical [Dynamic Programming(DP) problems,](https://www.geeksforgeeks.org/archives/tag/dynamic-programming) recomputations of same subproblems can be avoided by storing the solutions to subproblems and solving problems in bottom up manner.

Following are implementation of Dynamic Programming based solution. In the following solution, an additional field ‘liss’ is added to tree nodes. The initial value of ‘liss’ is set as 0 for all nodes. The recursive function LISS() calculates ‘liss’ for a node only if it is not already set.

/\* Dynamic programming based program

for Largest Independent Set problem \*/

#include <bits/stdc++.h>

using namespace std;

// A utility function to find max of two integers

int max(int x, int y) { return (x > y)? x: y; }

/\* A binary tree node has data, pointer

to left child and a pointer to

right child \*/

class node

{

public:

int data;

int liss;

node \*left, \*right;

};

// A memoization function returns size

// of the largest independent set in

// a given binary tree

int LISS(node \*root)

{

if (root == NULL)

return 0;

if (root->liss)

return root->liss;

if (root->left == NULL && root->right == NULL)

return (root->liss = 1);

// Calculate size excluding the current node

int liss\_excl = LISS(root->left) + LISS(root->right);

// Calculate size including the current node

int liss\_incl = 1;

if (root->left)

liss\_incl += LISS(root->left->left) + LISS(root->left->right);

if (root->right)

liss\_incl += LISS(root->right->left) + LISS(root->right->right);

// Maximum of two sizes is LISS, store it for future uses.

root->liss = max(liss\_incl, liss\_excl);

return root->liss;

}

// A utility function to create a node

node\* newNode(int data)

{

node\* temp = new node();

temp->data = data;

temp->left = temp->right = NULL;

temp->liss = 0;

return temp;

}

// Driver code

int main()

{

// Let us construct the tree

// given in the above diagram

node \*root = newNode(20);

root->left = newNode(8);

root->left->left = newNode(4);

root->left->right = newNode(12);

root->left->right->left = newNode(10);

root->left->right->right = newNode(14);

root->right = newNode(22);

root->right->right = newNode(25);

cout << "Size of the Largest Independent Set is " << LISS(root);

return 0;

}

**Output:**

Size of the Largest Independent Set is 5

**Time Complexity:** O(n) where n is the number of nodes in given Binary tree.

# 418. Partition problem

Given an array **arr[]** of size **N**, check if it can be partitioned into two parts such that the sum of elements in both parts is the same.

**Example 1:**

**Input:** N = 4

arr = {1, 5, 11, 5}

**Output:** YES

**Explaination:**

The two parts are {1, 5, 5} and {11}.

**Example 2:**

**Input:** N = 3

arr = {1, 3, 5}

**Output:** NO

**Explaination:** This array can never be

partitioned into two such parts.

**Your Task:**  
You do not need to read input or print anything. Your task is to complete the function **equalPartition()** which takes the value N and the array as input parameters and returns 1 if the partition is possible. Otherwise, returns 0.

**Expected Time Complexity:** O(N\*sum of elements)  
**Expected Auxiliary Space:** O(N\*sum of elements)

**Constraints:**  
1 ≤ N ≤ 100  
1 ≤ arr[i] ≤ 1000

## Solution:

class Solution{

public:

int fun(int N, int arr[], int target, int sum, int ind, vector<vector<int>> &dp){

if(dp[sum][ind]!=-1)

return dp[sum][ind];

if(sum==target)

return dp[sum][ind] = 1;

if(ind==N || sum>target)

return dp[sum][ind] = 0;

int excl = fun(N, arr, target, sum, ind+1, dp);

int incl = fun(N, arr, target, sum+arr[ind], ind+1, dp);

if(excl==1||incl==1)

return dp[sum][ind] = 1;

return dp[sum][ind] = 0;

}

int equalPartition(int N, int arr[])

{

int target = 0;

for(int i=0;i<N;i++)

target += arr[i];

if(target%2!=0)

return 0;

vector<vector<int>> dp(target+1, vector<int> (N+1, -1));

return fun(N, arr, target/2, 0, 0, dp);

}

};

**For Space Optimization, use below concept**

We have discussed a [Dynamic Programming](https://www.geeksforgeeks.org/dynamic-programming/)based solution in below post.   
[Dynamic Programming | Set 25 (Subset Sum Problem)](https://www.geeksforgeeks.org/dynamic-programming-subset-sum-problem/)  
The solution discussed above requires O(n \* sum) space and O(n \* sum) time. We can optimize space. We create a boolean 2D array subset[2][sum+1]. Using bottom up manner we can fill up this table. The idea behind using **2 in “subset[2][sum+1]”** is that for filling a row only the values from previous row is required. So alternate rows are used either making the first one as current and second as previous or the first as previous and second as current.

// Returns true if there exists a subset

// with given sum in arr[]

#include <iostream>

using namespace std;

bool isSubsetSum(int arr[], int n, int sum)

{

// The value of subset[i%2][j] will be true

// if there exists a subset of sum j in

// arr[0, 1, ...., i-1]

bool subset[2][sum + 1];

for (int i = 0; i <= n; i++) {

for (int j = 0; j <= sum; j++) {

// A subset with sum 0 is always possible

if (j == 0)

subset[i % 2][j] = true;

// If there exists no element no sum

// is possible

else if (i == 0)

subset[i % 2][j] = false;

else if (arr[i - 1] <= j)

subset[i % 2][j] = subset[(i + 1) % 2]

[j - arr[i - 1]] || subset[(i + 1) % 2][j];

else

subset[i % 2][j] = subset[(i + 1) % 2][j];

}

}

return subset[n % 2][sum];

}

// Driver code

int main()

{

int arr[] = { 6, 2, 5 };

int sum = 7;

int n = sizeof(arr) / sizeof(arr[0]);

if (isSubsetSum(arr, n, sum) == true)

cout <<"There exists a subset with given sum";

else

cout <<"No subset exists with given sum";

return 0;

}

**Output**

There exists a subset with given sum

**Another Approach:** To further reduce space complexity, we create a boolean 1D array subset[sum+1]. Using bottom up manner we can fill up this table. The idea is that we can check if the sum till position “i” is possible then if the current element in the array at position j is x, then sum i+x is also possible. We traverse the sum array from back to front so that we don’t count any element twice.

Here’s the code for the given approach:

#include <iostream>

using namespace std;

bool isPossible(int elements[], int sum, int n)

{

int dp[sum + 1];

// Initializing with 1 as sum 0 is

// always possible

dp[0] = 1;

// Loop to go through every element of

// the elements array

for(int i = 0; i < n; i++)

{

// To change the values of all possible sum

// values to 1

for(int j = sum; j >= elements[i]; j--)

{

if (dp[j - elements[i]] == 1)

dp[j] = 1;

}

}

// If sum is possible then return 1

if (dp[sum] == 1)

return true;

return false;

}

// Driver code

int main()

{

int elements[] = { 6, 2, 5 };

int n = sizeof(elements) / sizeof(elements[0]);

int sum = 7;

if (isPossible(elements, sum, n))

cout << ("YES");

else

cout << ("NO");

return 0;

}

**Output**

YES

**Time Complexity:** O(N\*K) where N is the number of elements in the array and K is total sum.  
**Space Complexity:** O(K)

# 419. Longest Palindromic Subsequence

Given a String, find the longest palindromic subsequence.

**Example 1:**

**Input:**

S = "bbabcbcab"

**Output:** 7

**Explanation**: Subsequence "babcbab" is the

longest subsequence which is also a palindrome.

**Example 2:**

**Input**:

S = "abcd"

**Output:** 1

**Explanation**: "a", "b", "c" and "d" are

palindromic and all have a length 1.

**Your Task:**  
You don't need to read input or print anything. Your task is to complete the function **longestPalinSubseq()**which takes the string S as input and returns an integer denoting the length of the longest palindromic subsequence of S.

**Expected Time Complexity:**O(|S|\*|S|).  
**Expected Auxiliary Space:**O(|S|\*|S|).

**Constraints:**  
1 ≤ |S| ≤ 1000

## Solution:

The naive solution for this problem is to generate all subsequences of the given sequence and find the longest palindromic subsequence. This solution is exponential in terms of time complexity. Let us see how this problem possesses both important properties of a Dynamic Programming (DP) Problem and can efficiently be solved using Dynamic Programming.  
**1) Optimal Substructure:**  
Let X[0..n-1] be the input sequence of length n and L(0, n-1) be the length of the longest palindromic subsequence of X[0..n-1].   
If last and first characters of X are same, then L(0, n-1) = L(1, n-2) + 2.   
Else L(0, n-1) = MAX (L(1, n-1), L(0, n-2)).

Following is a general recursive solution with all cases handled. 

// Every single character is a palindrome of length 1

L(i, i) = 1 for all indexes i in given sequence

// IF first and last characters are not same

If (X[i] != X[j]) L(i, j) = max{L(i + 1, j),L(i, j - 1)}

// If there are only 2 characters and both are same

Else if (j == i + 1) L(i, j) = 2

// If there are more than two characters, and first and last

// characters are same

Else L(i, j) = L(i + 1, j - 1) + 2

**2) Overlapping Subproblems**   
Following is a simple recursive implementation of the LPS problem. The implementation simply follows the recursive structure mentioned above.

// C++ program of above approach

#include<bits/stdc++.h>

using namespace std;

// A utility function to get max of two integers

int max (int x, int y) { return (x > y)? x : y; }

// Returns the length of the longest palindromic subsequence in seq

int lps(char \*seq, int i, int j)

{

// Base Case 1: If there is only 1 character

if (i == j)

return 1;

// Base Case 2: If there are only 2

// characters and both are same

if (seq[i] == seq[j] && i + 1 == j)

return 2;

// If the first and last characters match

if (seq[i] == seq[j])

return lps (seq, i+1, j-1) + 2;

// If the first and last characters do not match

return max( lps(seq, i, j-1), lps(seq, i+1, j) );

}

/\* Driver program to test above functions \*/

int main()

{

char seq[] = "GEEKSFORGEEKS";

int n = strlen(seq);

cout << "The length of the LPS is "

<< lps(seq, 0, n-1);

return 0;

}

**Output**

The length of the LPS is 5

Considering the above implementation, the following is a partial recursion tree for a sequence of length 6 with all different characters. 

L(0, 5)

/ \

/ \

L(1,5) L(0,4)

/ \ / \

/ \ / \

L(2,5) L(1,4) L(1,4) L(0,3)

In the above partial recursion tree, L(1, 4) is being solved twice. If we draw the complete recursion tree, then we can see that there are many subproblems that are solved again and again. Since the same subproblems are called again, this problem has the Overlapping Subproblems property. So LPS problem has both properties (see [this](https://www.geeksforgeeks.org/overlapping-subproblems-property-in-dynamic-programming-dp-1/)and [this](https://www.geeksforgeeks.org/optimal-substructure-property-in-dynamic-programming-dp-2/)) of a dynamic programming problem. Like other typical [Dynamic Programming(DP) problems](https://www.geeksforgeeks.org/archives/tag/dynamic-programming), recomputations of the same subproblems can be avoided by constructing a temporary array L[][] in a bottom-up manner.

**Dynamic Programming Solution**

// A Dynamic Programming based C++ program for LPS problem

// Returns the length of the longest palindromic subsequence in seq

#include<stdio.h>

#include<string.h>

// A utility function to get max of two integers

int max (int x, int y) { return (x > y)? x : y; }

// Returns the length of the longest palindromic subsequence in seq

int lps(char \*str)

{

int n = strlen(str);

int i, j, cl;

int L[n][n]; // Create a table to store results of subproblems

// Strings of length 1 are palindrome of length 1

for (i = 0; i < n; i++)

L[i][i] = 1;

// Build the table. Note that the lower diagonal values of table are

// useless and not filled in the process. The values are filled in a

// manner similar to Matrix Chain Multiplication DP solution (See

// https://www.geeksforgeeks.org/matrix-chain-multiplication-dp-8/). cl is length of

// substring

for (cl=2; cl<=n; cl++)

{

for (i=0; i<n-cl+1; i++)

{

j = i+cl-1;

if (str[i] == str[j] && cl == 2)

L[i][j] = 2;

else if (str[i] == str[j])

L[i][j] = L[i+1][j-1] + 2;

else

L[i][j] = max(L[i][j-1], L[i+1][j]);

}

}

return L[0][n-1];

}

/\* Driver program to test above functions \*/

int main()

{

char seq[] = "GEEKS FOR GEEKS";

int n = strlen(seq);

printf ("The length of the LPS is %d", lps(seq));

getchar();

return 0;

}

**Output**

The length of the LPS is 7

The Time Complexity of the above implementation is O(n^2) which is much better than the worst-case time complexity of Naive Recursive implementation.

**Using Memoization Technique of Dynamic programming**

The idea used here is to reverse the given input string and check the length of the [longest common subsequence](https://www.geeksforgeeks.org/longest-common-subsequence-dp-4/). That would be the answer for the longest palindromic subsequence.

// A Dynamic Programming based C++ program for LPS problem

// Returns the length of the longest palindromic subsequence

// in seq

#include <bits/stdc++.h>

using namespace std;

int dp[1001][1001];

// Returns the length of the longest palindromic subsequence

// in seq

int lps(string& s1, string& s2, int n1, int n2)

{

if (n1 == 0 || n2 == 0) {

return 0;

}

if (dp[n1][n2] != -1) {

return dp[n1][n2];

}

if (s1[n1 - 1] == s2[n2 - 1]) {

return dp[n1][n2] = 1 + lps(s1, s2, n1 - 1, n2 - 1);

}

else {

return dp[n1][n2] = max(lps(s1, s2, n1 - 1, n2),

lps(s1, s2, n1, n2 - 1));

}

}

/\* Driver program to test above functions \*/

int main()

{

string seq = "GEEKS FOR GEEKS";

int n = seq.size();

dp[n][n];

memset(dp, -1, sizeof(dp));

string s2 = seq;

reverse(s2.begin(), s2.end());

cout << "The length of the LPS is "

<< lps(s2, seq, n, n) << endl;

return 0;

}

**Output**

The length of the LPS is 7

**Time Complexity:** O(n\*n)

# 420. Longest Palindromic Substring

Given a string str of length N, you have to find number of palindromic subsequence (need not necessarily be distinct) which could be formed from the string str.  
Note: You have to return the answer module 109+7;

**Example 1:**

**Input:**

Str = "abcd"

**Output:**

4

**Explanation:**

palindromic subsequence are : "a" ,"b", "c" ,"d"

**Example 2:**

**Input:**

Str = "aab"

**Output:**

4

**Explanation:**

palindromic subsequence are :"a", "a", "b", "aa"

**Your Task:**  
You don't need to read input or print anything. Your task is to complete the function **countPs()** which takes a string str as input parameter and returns the number of palindromic subsequence.

**Expected Time Complexity:** O(N\*N)  
**Expected Auxiliary Space:** O(N\*N)

**Constraints:**  
1<=length of string str <=1000

## Solution:

The above problem can be recursively defined.

Initial Values : i= 0, j= n-1;

CountPS(i,j)

// Every single character of a string is a palindrome

// subsequence

if i == j

return 1 // palindrome of length 1

// If first and last characters are same, then we

// consider it as palindrome subsequence and check

// for the rest subsequence (i+1, j), (i, j-1)

Else if (str[i] == str[j)]

return countPS(i+1, j) + countPS(i, j-1) + 1;

else

// check for rest sub-sequence and remove common

// palindromic subsequences as they are counted

// twice when we do countPS(i+1, j) + countPS(i,j-1)

return countPS(i+1, j) + countPS(i, j-1) - countPS(i+1, j-1)
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If we draw recursion tree of above recursive solution, we can observe [overlapping Subproblems](https://www.geeksforgeeks.org/dynamic-programming-set-1/). Since the problem has overlapping subproblems, we can solve it efficiently using Dynamic Programming. Below is Dynamic Programming based solution.

// Counts Palindromic Subsequence in a given String

#include <cstring>

#include <iostream>

using namespace std;

// Function return the total palindromic subsequence

int countPS(string str)

{

int N = str.length();

// create a 2D array to store the count of palindromic

// subsequence

int cps[N + 1][N + 1];

memset(cps, 0, sizeof(cps));

// palindromic subsequence of length 1

for (int i = 0; i < N; i++)

cps[i][i] = 1;

// check subsequence of length L is palindrome or not

for (int L = 2; L <= N; L++) {

for (int i = 0; i <= N-L; i++) {

int k = L + i - 1;

if (str[i] == str[k])

cps[i][k]

= cps[i][k - 1] + cps[i + 1][k] + 1;

else

cps[i][k] = cps[i][k - 1] + cps[i + 1][k]

- cps[i + 1][k - 1];

}

}

// return total palindromic subsequence

return cps[0][N - 1];

}

// Driver program

int main()

{

string str = "abcb";

cout << "Total palindromic subsequence are : "

<< countPS(str) << endl;

return 0;

}

**Output:**

Total palindromic subsequence are : 6

**Time Complexity :** O(N2)

**Another approach:**(Using recursion)

// C++ program to counts Palindromic Subsequence

// in a given String using recursion

#include <bits/stdc++.h>

using namespace std;

int n, dp[1000][1000];

string str = "abcb";

// Function return the total

// palindromic subsequence

int countPS(int i, int j)

{

if (i > j)

return 0;

if (dp[i][j] != -1)

return dp[i][j];

if (i == j)

return dp[i][j] = 1;

else if (str[i] == str[j])

return dp[i][j]

= countPS(i + 1, j) +

countPS(i, j - 1) + 1;

else

return dp[i][j] = countPS(i + 1, j) +

countPS(i, j - 1) -

countPS(i + 1, j - 1);

}

// Driver code

int main()

{

memset(dp, -1, sizeof(dp));

n = str.size();

cout << "Total palindromic subsequence are : "

<< countPS(0, n - 1) << endl;

return 0;

}

**Output:**

Total palindromic subsequence are : 6

# 421. Longest Palindromic Substring

Given a string s, return *the longest palindromic substring* in s.

**Example 1:**

**Input:** s = "babad"

**Output:** "bab"

**Explanation:** "aba" is also a valid answer.

**Example 2:**

**Input:** s = "cbbd"

**Output:** "bb"

**Constraints:**

* 1 <= s.length <= 1000
* s consist of only digits and English letters.

## Solution:

**Approach 1: Longest Common Substring**

**Common mistake**

Some people will be tempted to come up with a quick solution, which is unfortunately flawed (however can be corrected easily):

Reverse S*S* and become S'*S*′. Find the longest common substring between S*S* and S'*S*′, which must also be the longest palindromic substring.

This seemed to work, let’s see some examples below.

For example, S*S* = "caba", S'*S*′ = "abac".

The longest common substring between S*S* and S'*S*′ is "aba", which is the answer.

Let’s try another example: S*S* = "abacdfgdcaba", S'*S*′ = "abacdgfdcaba".

The longest common substring between S*S* and S'*S*′ is "abacd". Clearly, this is not a valid palindrome.

**Algorithm**

We could see that the longest common substring method fails when there exists a reversed copy of a non-palindromic substring in some other part of S*S*. To rectify this, each time we find a longest common substring candidate, we check if the substring’s indices are the same as the reversed substring’s original indices. If it is, then we attempt to update the longest palindrome found so far; if not, we skip this and find the next candidate.

This gives us an O(n^2)*O*(*n*2) Dynamic Programming solution which uses O(n^2)*O*(*n*2) space (could be improved to use O(n)*O*(*n*) space). Please read more about Longest Common Substring [here](http://en.wikipedia.org/wiki/Longest_common_substring).

**Approach 2: Brute Force**

The obvious brute force solution is to pick all possible starting and ending positions for a substring, and verify if it is a palindrome.

**Complexity Analysis**

* Time complexity : O(n^3)*O*(*n*3). Assume that n*n* is the length of the input string, there are a total of \binom{n}{2} = \frac{n(n-1)}{2}(2*n*​)=2*n*(*n*−1)​ such substrings (excluding the trivial solution where a character itself is a palindrome). Since verifying each substring takes O(n)*O*(*n*) time, the run time complexity is O(n^3)*O*(*n*3).
* Space complexity : O(1)*O*(1).

**Approach 3: Dynamic Programming**

To improve over the brute force solution, we first observe how we can avoid unnecessary re-computation while validating palindromes. Consider the case "ababa". If we already knew that "bab" is a palindrome, it is obvious that "ababa" must be a palindrome since the two left and right end letters are the same.

We define P(i,j)*P*(*i*,*j*) as following:

P(i,j) = \begin{cases} \text{true,} &\quad\text{if the substring } S\_i \dots S\_j \text{ is a palindrome}\\ \text{false,} &\quad\text{otherwise.} \end{cases}*P*(*i*,*j*)={true,false,​if the substring *Si*​…*Sj*​ is a palindromeotherwise.​

Therefore,

P(i, j) = ( P(i+1, j-1) \text{ and } S\_i == S\_j )*P*(*i*,*j*)=(*P*(*i*+1,*j*−1) and *Si*​==*Sj*​)

The base cases are:

P(i, i) = true*P*(*i*,*i*)=*true*

P(i, i+1) = ( S\_i == S\_{i+1} )*P*(*i*,*i*+1)=(*Si*​==*Si*+1​)

This yields a straight forward DP solution, which we first initialize the one and two letters palindromes, and work our way up finding all three letters palindromes, and so on...

string longestPalindrome(string s) {

int n = s.size(), max = 1, x = 0;

bool dp[n][n];

for(int i=0;i<n;i++)

dp[i][i] = true;

for(int l=2;l<=n;l++){

for(int i=0;i<n-l+1;i++){

int j = i+l-1;

if(s[i]!=s[j]){

dp[i][j] = false;

}

else{

if(l>2 && dp[i+1][j-1]==false)

dp[i][j] = false;

else{

if(max<l){

max = l;

x = i;

}

dp[i][j] = true;

}

}

}

}

return s.substr(x, max);

}

**Complexity Analysis**

* Time complexity : O(n^2)*O*(*n*2). This gives us a runtime complexity of O(n^2)*O*(*n*2).
* Space complexity : O(n^2)*O*(*n*2). It uses O(n^2)*O*(*n*2) space to store the table.

**Approach 4: Expand Around Center**

In fact, we could solve it in O(n^2)*O*(*n*2) time using only constant space.

We observe that a palindrome mirrors around its center. Therefore, a palindrome can be expanded from its center, and there are only 2n - 12*n*−1 such centers.

You might be asking why there are 2n - 12*n*−1 but not n*n* centers? The reason is the center of a palindrome can be in between two letters. Such palindromes have even number of letters (such as "abba") and its center are between the two 'b's.

public String longestPalindrome(String s) {

if (s == null || s.length() < 1) return "";

int start = 0, end = 0;

for (int i = 0; i < s.length(); i++) {

int len1 = expandAroundCenter(s, i, i);

int len2 = expandAroundCenter(s, i, i + 1);

int len = Math.max(len1, len2);

if (len > end - start) {

start = i - (len - 1) / 2;

end = i + len / 2;

}

}

return s.substring(start, end + 1);

}

private int expandAroundCenter(String s, int left, int right) {

int L = left, R = right;

while (L >= 0 && R < s.length() && s.charAt(L) == s.charAt(R)) {

L--;

R++;

}

return R - L - 1;

}

**Complexity Analysis**

* Time complexity : O(n^2)*O*(*n*2). Since expanding a palindrome around its center could take O(n)*O*(*n*) time, the overall complexity is O(n^2)*O*(*n*2).
* Space complexity : O(1)*O*(1).

# 422. Longest alternating subsequence

A sequence {x1, x2, .. xn} is alternating sequence if its elements satisfy one of the following relations :  
x1 < x2 > x3 < x4 > x5..... or  x1 >x2 < x3 > x4 < x5.....  
Your task is to find the longest such sequence.  
  
**Example 1:**

**Input:** nums = {1,5,4}

**Output:** 3

**Explanation:** The entire sequenece is a

alternating sequence.

**Examplae 2:**

**Input:** nums = {1,17,5,10,13,15,10,5,16,8}

**Output:** 7

**Explanation:** There are several subsequences

that achieve this length.

One is {1,17,10,13,10,16,8}.

**Your Task:**  
You don't need to read or print anyhting. Your task is to complete the function **AlternatingaMaxLength()**which takes the sequence  nums as input parameter and returns the maximum length of alternating sequence.  
  
**Expected Time Complexity:**O(n)  
**Expected Space Complexity:**O(1)  
  
**Constraints:**  
1 <= n <= 105

## Solution:

This problem is an extension of [longest increasing subsequence problem](https://www.geeksforgeeks.org/dynamic-programming-set-3-longest-increasing-subsequence/), but requires more thinking for finding optimal substructure property in this.  
We will solve this problem by dynamic Programming method, Let A is given array of length n of integers. We define a 2D array las[n][2] such that las[i][0] contains longest alternating subsequence ending at index i and last element is greater than its previous element and las[i][1] contains longest alternating subsequence ending at index i and last element is smaller than its previous element, then we have following recurrence relation between them,

**las[i][0]** = Length of the longest alternating subsequence

ending at index i and last element is greater

than its previous element

**las[i][1]** = Length of the longest alternating subsequence

ending at index i and last element is smaller

than its previous element

**Recursive Formulation:**

las[i][0] = max (las[i][0], las[j][1] + 1);

for all j < i and A[j] < A[i]

las[i][1] = max (las[i][1], las[j][0] + 1);

for all j < i and A[j] > A[i]

The first recurrence relation is based on the fact that, If we are at position i and this element has to bigger than its previous element then for this sequence (upto i) to be bigger we will try to choose an element j ( < i) such that A[j] < A[i] i.e. A[j] can become A[i]’s previous element and las[j][1] + 1 is bigger than las[i][0] then we will update las[i][0].   
Remember we have chosen las[j][1] + 1 not las[j][0] + 1 to satisfy alternate property because in las[j][0] last element is bigger than its previous one and A[i] is greater than A[j] which will break the alternating property if we update. So above fact derives first recurrence relation, similar argument can be made for second recurrence relation also.

// C++ program to find longest alternating

// subsequence in an array

#include<iostream>

using namespace std;

// Function to return max of two numbers

int max(int a, int b)

{

return (a > b) ? a : b;

}

// Function to return longest alternating

// subsequence length

int zzis(int arr[], int n)

{

/\*las[i][0] = Length of the longest

alternating subsequence ending at

index i and last element is greater

than its previous element

las[i][1] = Length of the longest

alternating subsequence ending

at index i and last element is

smaller than its previous element \*/

int las[n][2];

// Initialize all values from 1

for(int i = 0; i < n; i++)

las[i][0] = las[i][1] = 1;

// Initialize result

int res = 1;

// Compute values in bottom up manner

for(int i = 1; i < n; i++)

{

// Consider all elements as

// previous of arr[i]

for(int j = 0; j < i; j++)

{

// If arr[i] is greater, then

// check with las[j][1]

if (arr[j] < arr[i] &&

las[i][0] < las[j][1] + 1)

las[i][0] = las[j][1] + 1;

// If arr[i] is smaller, then

// check with las[j][0]

if(arr[j] > arr[i] &&

las[i][1] < las[j][0] + 1)

las[i][1] = las[j][0] + 1;

}

// Pick maximum of both values at index i

if (res < max(las[i][0], las[i][1]))

res = max(las[i][0], las[i][1]);

}

return res;

}

// Driver code

int main()

{

int arr[] = { 10, 22, 9, 33,

49, 50, 31, 60 };

int n = sizeof(arr) / sizeof(arr[0]);

cout << "Length of Longest alternating "

<< "subsequence is " << zzis(arr, n);

return 0;

}

**Output:**

Length of Longest alternating subsequence is 6

**Time Complexity:** O(n2)   
**Auxiliary Space:** O(n)

**Efficient Solution:**  
In the above approach, at any moment we are keeping track of two values (Length of the longest alternating subsequence ending at index i, and last element is smaller than or greater than previous element), for every element on array. To optimise space, we only need to store two variables for element at any index i.

inc = Length of longest alternative subsequence so far with current value being greater than it’s previous value.  
dec = Length of longest alternative subsequence so far with current value being smaller than it’s previous value.  
The tricky part of this approach is to update these two values.

“inc” should be increased, if and only if the last element in the alternative sequence was smaller than it’s previous element.  
“dec” should be increased, if and only if the last element in the alternative sequence was greater than it’s previous element.

// C++ program for above approach

#include <bits/stdc++.h>

using namespace std;

// Function for finding

// longest alternating

// subsequence

int LAS(int arr[], int n)

{

// "inc" and "dec" initialized as 1

// as single element is still LAS

int inc = 1;

int dec = 1;

// Iterate from second element

for (int i = 1; i < n; i++)

{

if (arr[i] > arr[i - 1])

{

// "inc" changes iff "dec"

// changes

inc = dec + 1;

}

else if (arr[i] < arr[i - 1])

{

// "dec" changes iff "inc"

// changes

dec = inc + 1;

}

}

// Return the maximum length

return max(inc, dec);

}

// Driver Code

int main()

{

int arr[] = { 10, 22, 9, 33, 49,

50, 31, 60 };

int n = sizeof(arr) / sizeof(arr[0]);

// Function Call

cout << LAS(arr, n) << endl;

return 0;

}

**Output:**

6

**Time Complexity:** O(n)   
**Auxiliary Space:** O(1)

# 423. Weighted Job Scheduling

Given N jobs where every job is represented by following three elements of it.

1. Start Time
2. Finish Time
3. Profit or Value Associated (>= 0)

Find the maximum profit subset of jobs such that no two jobs in the subset overlap.

**Example:**

Input: Number of Jobs n = 4

Job Details {Start Time, Finish Time, Profit}

Job 1: {1, 2, 50}

Job 2: {3, 5, 20}

Job 3: {6, 19, 100}

Job 4: {2, 100, 200}

Output: The maximum profit is 250.

We can get the maximum profit by scheduling jobs 1 and 4.

Note that there is longer schedules possible Jobs 1, 2 and 3

but the profit with this schedule is 20+50+100 which is less than 2

## Solution:

A simple version of this problem is discussed [here](https://www.geeksforgeeks.org/greedy-algorithms-set-1-activity-selection-problem/)where every job has the same profit or value. The [Greedy Strategy for activity selection](https://www.geeksforgeeks.org/greedy-algorithms-set-1-activity-selection-problem/) doesn’t work here as a schedule with more jobs may have smaller profit or value.

The above problem can be solved using the following recursive solution.

**1)** First sort jobs according to finish time.

**2)** Now apply following recursive process.

// Here arr[] is array of n jobs

findMaximumProfit(arr[], n)

{

a) if (n == 1) return arr[0];

b) Return the maximum of following two profits.

(i) Maximum profit by excluding current job, i.e.,

findMaximumProfit(arr, n-1)

(ii) Maximum profit by including the current job

}

**How to find the profit including current job?**

The idea is to find the latest job before the current job (in

sorted array) that doesn't conflict with current job 'arr[n-1]'.

Once we find such a job, we recur for all jobs till that job and

add profit of current job to result.

In the above example, "job 1" is the latest non-conflicting

for "job 4" and "job 2" is the latest non-conflicting for "job 3".

The following is the implementation of the above naive recursive method.

// C++ program for weighted job scheduling using Naive Recursive Method

#include <iostream>

#include <algorithm>

using namespace std;

// A job has start time, finish time and profit.

struct Job

{

int start, finish, profit;

};

// A utility function that is used for sorting events

// according to finish time

bool jobComparator(Job s1, Job s2)

{

return (s1.finish < s2.finish);

}

// Find the latest job (in sorted array) that doesn't

// conflict with the job[i]. If there is no compatible job,

// then it returns -1.

int latestNonConflict(Job arr[], int i)

{

for (int j=i-1; j>=0; j--)

{

if (arr[j].finish <= arr[i-1].start)

return j;

}

return -1;

}

// A recursive function that returns the maximum possible

// profit from given array of jobs. The array of jobs must

// be sorted according to finish time.

int findMaxProfitRec(Job arr[], int n)

{

// Base case

if (n == 1) return arr[n-1].profit;

// Find profit when current job is included

int inclProf = arr[n-1].profit;

int i = latestNonConflict(arr, n);

if (i != -1)

inclProf += findMaxProfitRec(arr, i+1);

// Find profit when current job is excluded

int exclProf = findMaxProfitRec(arr, n-1);

return max(inclProf, exclProf);

}

// The main function that returns the maximum possible

// profit from given array of jobs

int findMaxProfit(Job arr[], int n)

{

// Sort jobs according to finish time

sort(arr, arr+n, jobComparator);

return findMaxProfitRec(arr, n);

}

// Driver program

int main()

{

Job arr[] = {{3, 10, 20}, {1, 2, 50}, {6, 19, 100}, {2, 100, 200}};

int n = sizeof(arr)/sizeof(arr[0]);

cout << "The optimal profit is " << findMaxProfit(arr, n);

return 0;

}

**Output:**

The optimal profit is 250

The above solution may contain many overlapping subproblems. For example, if lastNonConflicting() always returns the previous job, then findMaxProfitRec(arr, n-1) is called twice and the time complexity becomes O(n\*2n). As another example when lastNonConflicting() returns previous to the previous job, there are two recursive calls, for n-2 and n-1. In this example case, recursion becomes the same as Fibonacci Numbers.

So this problem has both properties of Dynamic Programming, [Optimal Substructure](https://www.geeksforgeeks.org/dynamic-programming-set-2-optimal-substructure-property/),and [Overlapping Subproblems](https://www.geeksforgeeks.org/dynamic-programming-set-1/).   
Like other Dynamic Programming Problems, we can solve this problem by making a table that stores solutions of subproblems.

Below is an implementation based on Dynamic Programming.

// C++ program for weighted job scheduling using Dynamic

// Programming.

#include <algorithm>

#include <iostream>

using namespace std;

// A job has start time, finish time and profit.

struct Job {

int start, finish, profit;

};

// A utility function that is used for sorting events

// according to finish time

bool jobComparator(Job s1, Job s2)

{

return (s1.finish < s2.finish);

}

// Find the latest job (in sorted array) that doesn't

// conflict with the job[i]

int latestNonConflict(Job arr[], int i)

{

for (int j = i - 1; j >= 0; j--) {

if (arr[j].finish <= arr[i].start)

return j;

}

return -1;

}

// The main function that returns the maximum possible

// profit from given array of jobs

int findMaxProfit(Job arr[], int n)

{

// Sort jobs according to finish time

sort(arr, arr + n, jobComparator);

// Create an array to store solutions of subproblems.

// table[i] stores the profit for jobs till arr[i]

// (including arr[i])

int\* table = new int[n];

table[0] = arr[0].profit;

// Fill entries in M[] using recursive property

for (int i = 1; i < n; i++) {

// Find profit including the current job

int inclProf = arr[i].profit;

int l = latestNonConflict(arr, i);

if (l != -1)

inclProf += table[l];

// Store maximum of including and excluding

table[i] = max(inclProf, table[i - 1]);

}

// Store result and free dynamic memory allocated for

// table[]

int result = table[n - 1];

delete[] table;

return result;

}

// Driver program

int main()

{

Job arr[] = { { 3, 10, 20 },

{ 1, 2, 50 },

{ 6, 19, 100 },

{ 2, 100, 200 } };

int n = sizeof(arr) / sizeof(arr[0]);

cout << "The optimal profit is "

<< findMaxProfit(arr, n);

return 0;

}

**Output:**

The optimal profit is 250

Time Complexity of the above Dynamic Programming Solution is O(n2). Note that the above solution can be optimized to O(nLogn) using Binary Search in latestNonConflict() instead of linear search. Thanks to Garvit for suggesting this optimization.

We have discussed recursive and Dynamic Programming based approaches in the [previous article](https://www.geeksforgeeks.org/weighted-job-scheduling/). The implementations discussed in above post uses linear search to find the previous non-conflicting job. In this post, Binary Search based solution is discussed. The time complexity of Binary Search based solution is O(n Log n).  
The algorithm is: 

1. Sort the jobs by non-decreasing finish times.
2. For each i from 1 to n, determine the maximum value of the schedule from the subsequence of jobs[0..i]. Do this by comparing the inclusion of job[i] to the schedule to the exclusion of job[i] to the schedule, and then taking the max.

To find the profit with inclusion of job[i]. we need to find the latest job that doesn’t conflict with job[i]. The idea is to use Binary Search to find the latest non-conflicting job.

// C++ program for weighted job scheduling using Dynamic

// Programming and Binary Search

#include <iostream>

#include <algorithm>

using namespace std;

// A job has start time, finish time and profit.

struct Job

{

int start, finish, profit;

};

// A utility function that is used for sorting events

// according to finish time

bool myfunction(Job s1, Job s2)

{

return (s1.finish < s2.finish);

}

// A Binary Search based function to find the latest job

// (before current job) that doesn't conflict with current

// job. "index" is index of the current job. This function

// returns -1 if all jobs before index conflict with it.

// The array jobs[] is sorted in increasing order of finish

// time.

int binarySearch(Job jobs[], int index)

{

// Initialize 'lo' and 'hi' for Binary Search

int lo = 0, hi = index - 1;

// Perform binary Search iteratively

while (lo <= hi)

{

int mid = (lo + hi) / 2;

if (jobs[mid].finish <= jobs[index].start)

{

if (jobs[mid + 1].finish <= jobs[index].start)

lo = mid + 1;

else

return mid;

}

else

hi = mid - 1;

}

return -1;

}

// The main function that returns the maximum possible

// profit from given array of jobs

int findMaxProfit(Job arr[], int n)

{

// Sort jobs according to finish time

sort(arr, arr+n, myfunction);

// Create an array to store solutions of subproblems. table[i]

// stores the profit for jobs till arr[i] (including arr[i])

int \*table = new int[n];

table[0] = arr[0].profit;

// Fill entries in table[] using recursive property

for (int i=1; i<n; i++)

{

// Find profit including the current job

int inclProf = arr[i].profit;

int l = binarySearch(arr, i);

if (l != -1)

inclProf += table[l];

// Store maximum of including and excluding

table[i] = max(inclProf, table[i-1]);

}

// Store result and free dynamic memory allocated for table[]

int result = table[n-1];

delete[] table;

return result;

}

// Driver program

int main()

{

Job arr[] = {{3, 10, 20}, {1, 2, 50}, {6, 19, 100}, {2, 100, 200}};

int n = sizeof(arr)/sizeof(arr[0]);

cout << "Optimal profit is " << findMaxProfit(arr, n);

return 0;

}

Output:

Optimal profit is 250

# 424. Coin game winner where every player has three choices

Given three numbers **N**, **X**, and **Y**. Geek and his friend playing a coin game. At the beginning, there are**N** coins. In each move, a player can pick **X,** **Y**, or **1** coin. Geek always starts the game. The player who picks the last coin wins the game. The task is to check whether Geek will win the game or not if both are playing optimally.

**Example 1:**

**Input**: N = 5, X = 3, Y = 4

**Output:** 1

**Explanation**: There are 5 coins, every

player can pick 1 or 3 or 4 coins on

his/her turn. Geek can win by picking

3 coins in first chance. Now 2 coins

will be left so his frined will pick

one coin and now Geek can win by

picking the last coin.

**Example 2:**

**Input**: N = 2, X = 3, Y = 4

**Output:** 0

**Explanation**: Geek picks 1 and then

his friend picks 1

**Your Task:**  
You don't need to read input or print anything. Complete the function **findWinner()**which takes **N, X,**and**Y**as input parameters and returns 1 if Geek can win otherwise 0.  
  
**Expected Time Complexity:** O(**|N|**)  
**Expected Auxiliary Space:** O(**|N|**)  
  
**Constraints:**  
1 ≤ **|N|** ≤ 106

## Solution:

Let us take few example values of n for x = 3, y = 4.   
n = 0 A can not pick any coin so he losses   
n = 1 A can pick 1 coin and win the game   
n = 2 A can pick only 1 coin. Now B will pick 1 coin and win the game   
n = 3 4 A will win the game by picking 3 or 4 coins   
n = 5, 6 A will choose 3 or 4 coins. Now B will have to choose from 2 coins so A will win.  
We can observe that A wins game for n coins only when B loses for coins n-1 or n-x or n-y.

// C++ program to find winner of game

// if player can pick 1, x, y coins

#include <bits/stdc++.h>

using namespace std;

// To find winner of game

bool findWinner(int x, int y, int n)

{

// To store results

int dp[n + 1];

// Initial values

dp[0] = false;

dp[1] = true;

// Computing other values.

for (int i = 2; i <= n; i++) {

// If A losses any of i-1 or i-x

// or i-y game then he will

// definitely win game i

if (i - 1 >= 0 and !dp[i - 1])

dp[i] = true;

else if (i - x >= 0 and !dp[i - x])

dp[i] = true;

else if (i - y >= 0 and !dp[i - y])

dp[i] = true;

// Else A loses game.

else

dp[i] = false;

}

// If dp[n] is true then A will

// game otherwise he losses

return dp[n];

}

// Driver program to test findWinner();

int main()

{

int x = 3, y = 4, n = 5;

if (findWinner(x, y, n))

cout << 'A';

else

cout << 'B';

return 0;

}

**Output:**

A

# 425. Count Derangements (Permutation such that no element appears in its original position) [ IMPORTANT ]

A Derangement is a permutation of n elements, such that no element appears in its original position. For example, a derangement of {0, 1, 2, 3} is {2, 3, 1, 0}.  
Given a number n, find the total number of Derangements of a set of n elements.

**Examples :**

**Input:** n = 2

**Output:** 1

For two elements say {0, 1}, there is only one

possible derangement {1, 0}

**Input:** n = 3

**Output:** 2

For three elements say {0, 1, 2}, there are two

possible derangements {2, 0, 1} and {1, 2, 0}

**Input:** n = 4

**Output:** 9

For four elements say {0, 1, 2, 3}, there are 9

possible derangements {1, 0, 3, 2} {1, 2, 3, 0}

{1, 3, 0, 2}, {2, 3, 0, 1}, {2, 0, 3, 1}, {2, 3,

1, 0}, {3, 0, 1, 2}, {3, 2, 0, 1} and {3, 2, 1, 0}

## Solution:

Let countDer(n) be count of derangements for n elements. Below is the recursive relation to it.

countDer(n) = (n - 1) \* [countDer(n - 1) + countDer(n - 2)]

**How does above recursive relation work?**

There are n – 1 way for element 0 (this explains multiplication with n – 1).   
Let ***0 be placed at index i***. There are now two possibilities, depending on whether or not element i is placed at 0 in return.

1. ***i is placed at 0:*** This case is equivalent to solving the problem for n-2 elements as two elements have just swapped their positions.
2. ***i is not placed at 0:***This case is equivalent to solving the problem for n-1 elements as now there are n-1 elements, n-1 positions and every element has n-2 choices

Below is the simple solution based on the above recursive formula:

// A Naive Recursive C++ program

// to count derangements

#include <bits/stdc++.h>

using namespace std;

int countDer(int n)

{

// Base cases

if (n == 1) return 0;

if (n == 2) return 1;

// countDer(n) = (n-1)[countDer(n-1) + der(n-2)]

return (n - 1) \* (countDer(n - 1) + countDer(n - 2));

}

// Driver Code

int main()

{

int n = 4;

cout << "Count of Derangements is "

<< countDer(n);

return 0;

}

**Output**

Count of Derangements is 9

**Time Complexity:**O(2^n) since **T(n) = T(n-1) + T(n-2)** which is exponential.

***Auxiliary Space:*** O(h) where **h= log n**is the maximum height of the tree.

We can observe that this implementation does repetitive work. For example, see recursion tree for countDer(5), countDer(3) is being evaluated twice.

cdr() ==> countDer()

cdr(5)

/ \

cdr(4) cdr(3)

/ \ / \

cdr(3) cdr(2) cdr(2) cdr(1)

An **Efficient Solution** is to use Dynamic Programming to store results of subproblems in an array and build the array in bottom-up manner.

// A Dynamic programming based C++

// program to count derangements

#include <bits/stdc++.h>

using namespace std;

int countDer(int n)

{

// Create an array to store

// counts for subproblems

int der[n + 1] = {0};

// Base cases

der[1] = 0;

der[2] = 1;

// Fill der[0..n] in bottom up manner

// using above recursive formula

for (int i = 3; i <= n; ++i)

der[i] = (i - 1) \* (der[i - 1] +

der[i - 2]);

// Return result for n

return der[n];

}

// Driver code

int main()

{

int n = 4;

cout << "Count of Derangements is "

<< countDer(n);

return 0;

}

**Output**

Count of Derangements is 9

***Time Complexity :****O(n)*  
***Auxiliary Space :****O(n)*  
Thanks to Utkarsh Trivedi for suggesting the above solution.

A **More** **Efficient** Solution Without using **Extra Space**.

As we only need to remember only two previous values So, instead of Storing the values in an array two variables can be used to just store the required previous only.

Below is the implementation of the above approach:

// C++ implementation of the above

// approach

#include <iostream>

using namespace std;

int countDer(int n)

{

// base case

if (n == 1 or n == 2) {

return n - 1;

}

// Variable for just storing

// previous values

int a = 0;

int b = 1;

// using above recursive formula

for (int i = 3; i <= n; ++i) {

int cur = (i - 1) \* (a + b);

a = b;

b = cur;

}

// Return result for n

return b;

}

// Driver Code

int main()

{

cout << "Count of Derangements is " << countDer(4);

return 0;

}

**Output**

Count of Derangements is 9

***Time Complexity:****O(n)*  
***Auxiliary Space:****O(1)*